Java I/O Tutorial :

**Java I/O** (Input and Output) is used *to process the input* and *produce the output*.

Java uses the concept of stream to make I/O operation fast. The java.io package contains all the classes required for input and output operations.

We can perform **file handling in java** by Java I/O API.

Stream

A stream is a sequence of data. In Java a stream is composed of bytes. It's called a stream because it is like a stream of water that continues to flow.

In java, 3 streams are created for us automatically. All these streams are attached with console.

**1) System.out:**standard output stream

**2) System.in:**standard input stream

**3) System.err:**standard error stream

Let's see the code to print **output and error** message to the console.

1. System.out.println("simple message");
2. System.err.println("error message");

Let's see the code to get **input** from console.

1. **int** i=System.in.read();//returns ASCII code of 1st character
2. System.out.println((**char**)i);//will print the character

Do You Know ?

|  |
| --- |
| * How to write a common data to multiple files using single stream only ? * How can we access multiple files by single stream ? * How can we improve the performance of Input and Output operation ? * How many ways can we read data from the keyboard? * What is console class ? * How to compress and uncompress the data of a file? |

OutputStream vs InputStream

The explanation of OutputStream and InputStream classes are given below:

OutputStream

Java application uses an output stream to write data to a destination, it may be a file, an array, peripheral device or socket.

InputStream

Java application uses an input stream to read data from a source, it may be a file, an array, peripheral device or socket.

Let's understand working of Java OutputStream and InputStream by the figure given below.
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OutputStream class

|  |  |
| --- | --- |
| **Method** | **Description** |
| 1) public void write(int)throws IOException | is used to write a byte to the current output stream. |
| 2) public void write(byte[])throws IOException | is used to write an array of byte to the current output stream. |
| 3) public void flush()throws IOException | flushes the current output stream. |
| 4) public void close()throws IOException | is used to close the current output stream. |

OutputStream class is an abstract class. It is the super class of all classes representing an output stream of bytes. An output stream accepts output bytes and sends them to some sink.

Useful methods of OutputStream

OutputStream Hierarchy

![Java output stream hierarchy](data:image/png;base64,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)

InputStream class

InputStream class is an abstract class. It is the super class of all classes representing an input stream of bytes.

Useful methods of InputStream

|  |  |
| --- | --- |
| **Method** | **Description** |
| 1) public abstract int read()throws IOException | reads the next byte of data from the input stream. It returns -1 at the end of file. |
| 2) public int available()throws IOException | returns an estimate of the number of bytes that can be read from the current input stream. |
| 3) public void close()throws IOException | is used to close the current input stream. |

InputStream Hierarchy
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Java FileOutputStream Class

Java FileOutputStream is an output stream used for writing data to a file.

If you have to write primitive values into a file, use FileOutputStream class. You can write byte-oriented as well as character-oriented data through FileOutputStream class. But, for character-oriented data, it is preferred to use FileWriter than FileOutStream.

FileOutputStream class declaration

Let's see the declaration for Java.io.FileOutputStream class:

1. **public** **class** FileOutputStream **extends** OutputStream

FileOutputStream class methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| protected void finalize() | It is ued to clean up the connection with the file output stream. |
| void write(byte[] ary) | It is used to write **ary.length** bytes from the byte array to the file output stream. |
| void write(byte[] ary, int off, int len) | It is used to write **len** bytes from the byte array starting at offset **off** to the file output stream. |
| void write(int b) | It is used to write the specified byte to the file output stream. |
| FileChannel getChannel() | It is used to return the file channel object associated with the file output stream. |
| FileDescriptor getFD() | It is used to return the file descriptor associated with the stream. |
| void close() | It is used to closes the file output stream. |

**Buffer** is temporary placeholder in memory (ram/disk) on which data can be dumped and then processing can be done.

**Stream**is a sequence of data elements. like when you typing something in your computer then when you press the keys it will form a data stream and then it goes to the processor for processing.

**Stream can be processed through Buffer.**

Java FileOutputStream Example 1: write byte

1. **import** java.io.FileOutputStream;
2. **public** **class** FileOutputStreamExample {
3. **public** **static** **void** main(String args[]){
4. **try**{
5. FileOutputStream fout=**new** FileOutputStream("D:\\testout.txt");
6. fout.write(65);
7. fout.close();
8. System.out.println("success...");
9. }**catch**(Exception e){System.out.println(e);}
10. }
11. }

Output:

Success...

The content of a text file **testout.txt** is set with the data **A**.

testout.txt

A

Java FileOutputStream example 2: write string

1. **import** java.io.FileOutputStream;
2. **public** **class** FileOutputStreamExample {
3. **public** **static** **void** main(String args[]){
4. **try**{
5. FileOutputStream fout=**new** FileOutputStream("D:\\testout.txt");
6. String s="Welcome to java.";
7. **byte** b[]=s.getBytes();//converting string into byte array
8. fout.write(b);
9. fout.close();
10. System.out.println("success...");
11. }**catch**(Exception e){System.out.println(e);}
12. }
13. }

Output:

Success...

The content of a text file **testout.txt** is set with the data **Welcome to javaTpoint.**

testout.txt

Welcome to java.

Java FileInputStream Class

Java FileInputStream class obtains input bytes from a file. It is used for reading byte-oriented data (streams of raw bytes) such as image data, audio, video etc. You can also read character-stream data. But, for reading streams of characters, it is recommended to use FileReader class.

Java FileInputStream class declaration

Let's see the declaration for java.io.FileInputStream class:

1. **public** **class** FileInputStream **extends** InputStream

|  |  |
| --- | --- |
| **Method** | **Description** |
| int available() | It is used to return the estimated number of bytes that can be read from the input stream. |
| int read() | It is used to read the byte of data from the input stream. |
| int read(byte[] b) | It is used to read up to **b.length** bytes of data from the input stream. |
| int read(byte[] b, int off, int len) | It is used to read up to **len** bytes of data from the input stream. |
| long skip(long x) | It is used to skip over and discards x bytes of data from the input stream. |
| FileChannel getChannel() | It is used to return the unique FileChannel object associated with the file input stream. |
| FileDescriptor getFD() | It is used to return the FileDescriptor object. |
| protected void finalize() | It is used to ensure that the close method is call when there is no more reference to the file input stream. |
| void close() | It is used to closes the stream. |

Java FileInputStream class methods

Java FileInputStream example 1: read single character

1. **import** java.io.FileInputStream;
2. **public** **class** DataStreamExample {
3. **public** **static** **void** main(String args[]){
4. **try**{
5. FileInputStream fin=**new** FileInputStream("D:\\testout.txt");
6. **int** i=fin.read();
7. System.out.print((**char**)i);
9. fin.close();
10. }**catch**(Exception e){System.out.println(e);}
11. }
12. }

**Note:** Before running the code, a text file named as **"testout.txt"**is required to be created. In this file, we are having following content:

Welcome to javatpoint.

After executing the above program, you will get a single character from the file which is 87 (in byte form). To see the text, you need to convert it into character.

Output:

W

Java FileInputStream example 2: read all characters

1. **package** com.javatpoint;
3. **import** java.io.FileInputStream;
4. **public** **class** DataStreamExample {
5. **public** **static** **void** main(String args[]){
6. **try**{
7. FileInputStream fin=**new** FileInputStream("D:\\testout.txt");
8. **int** i=0;
9. **while**((i=fin.read())!=-1){
10. System.out.print((**char**)i);
11. }
12. fin.close();
13. }**catch**(Exception e){System.out.println(e);}
14. }
15. }

Output:

Welcome to javaTpoint

Java BufferedOutputStream Class

Java BufferedOutputStream class is used for buffering an output stream. It internally uses buffer to store data. It adds more efficiency than to write data directly into a stream. So, it makes the performance fast.

For adding the buffer in an OutputStream, use the BufferedOutputStream class. Let's see the syntax for adding the buffer in an OutputStream:

1. OutputStream os= **new** BufferedOutputStream(**new** FileOutputStream("D:\\IO Package\\testout.txt"));

Java BufferedOutputStream class declaration

Let's see the declaration for Java.io.BufferedOutputStream class:

1. **public** **class** BufferedOutputStream **extends** FilterOutputStream

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| BufferedOutputStream(OutputStream os) | It creates the new buffered output stream which is used for writing the data to the specified output stream. |
| BufferedOutputStream(OutputStream os, int size) | It creates the new buffered output stream which is used for writing the data to the specified output stream with a specified buffer size. |

Java BufferedOutputStream class constructors

Java BufferedOutputStream class methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| void write(int b) | It writes the specified byte to the buffered output stream. |
| void write(byte[] b, int off, int len) | It write the bytes from the specified byte-input stream into a specified byte array, starting with the given offset |
| void flush() | It flushes the buffered output stream. |

Example of BufferedOutputStream class:

In this example, we are writing the textual information in the BufferedOutputStream object which is connected to the FileOutputStream object. The flush() flushes the data of one stream and send it into another. It is required if you have connected the one stream with another.

1. **package** com.javatpoint;
2. **import** java.io.\*;
3. **public** **class** BufferedOutputStreamExample{
4. **public** **static** **void** main(String args[])**throws** Exception{
5. FileOutputStream fout=**new** FileOutputStream("D:\\testout.txt");
6. BufferedOutputStream bout=**new** BufferedOutputStream(fout);
7. String s="Welcome to java.";
8. **byte** b[]=s.getBytes();
9. bout.write(b);
10. bout.flush();
11. bout.close();
12. fout.close();
13. System.out.println("success");
14. }
15. }

Output:

Success

testout.txt

Welcome to java.

Java BufferedInputStream Class

Java BufferedInputStream class is used to read information from stream. It internally uses buffer mechanism to make the performance fast.

The important points about BufferedInputStream are:

* When the bytes from the stream are skipped or read, the internal buffer automatically refilled from the contained input stream, many bytes at a time.
* When a BufferedInputStream is created, an internal buffer array is created.

Java BufferedInputStream class declaration

Let's see the declaration for Java.io.BufferedInputStream class:

1. **public** **class** BufferedInputStream **extends** FilterInputStream

Java BufferedInputStream class constructors

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| BufferedInputStream(InputStream IS) | It creates the BufferedInputStream and saves it argument, the input stream IS, for later use. |
| BufferedInputStream(InputStream IS, int size) | It creates the BufferedInputStream with a specified buffer size and saves it argument, the input stream IS, for later use. |

|  |  |
| --- | --- |
| **Method** | **Description** |
| int available() | It returns an estimate number of bytes that can be read from the input stream without blocking by the next invocation method for the input stream. |
| int read() | It read the next byte of data from the input stream. |
| int read(byte[] b, int off, int ln) | It read the bytes from the specified byte-input stream into a specified byte array, starting with the given offset. |
| void close() | It closes the input stream and releases any of the system resources associated with the stream. |
| void reset() | It repositions the stream at a position the mark method was last called on this input stream. |
| void mark(int readlimit) | It sees the general contract of the mark method for the input stream. |
| long skip(long x) | It skips over and discards x bytes of data from the input stream. |
| boolean markSupported() | It tests for the input stream to support the mark and reset methods. |

Java BufferedInputStream class methods

Example of Java BufferedInputStream

Let's see the simple example to read data of file using BufferedInputStream:

1. **package** com.javatpoint;
3. **import** java.io.\*;
4. **public** **class** BufferedInputStreamExample{
5. **public** **static** **void** main(String args[]){
6. **try**{
7. FileInputStream fin=**new** FileInputStream("D:\\testout.txt");
8. BufferedInputStream bin=**new** BufferedInputStream(fin);
9. **int** i;
10. **while**((i=bin.read())!=-1){
11. System.out.print((**char**)i);
12. }
13. bin.close();
14. fin.close();
15. }**catch**(Exception e){System.out.println(e);}
16. }
17. }

Here, we are assuming that you have following data in **"testout.txt"** file:

Java world

Output:

Java world

Ways to read input from console in Java

In Java, there are three different ways for reading input from the user in the command line environment(console).

**1.Using Buffered Reader Class**

This is the Java classical method to take input, Introduced in JDK1.0. This method is used by wrapping the System.in (standard input stream) in an InputStreamReader which is wrapped in a BufferedReader, we can read input from the user in the command line.

**Advantages**

* The input is buffered for efficient reading.

**Drawback:**

* The wrapping code is hard to remember.

**Program:**

|  |
| --- |
| // Java program to demonstrate BufferedReader  import java.io.BufferedReader;  import java.io.IOException;  import java.io.InputStreamReader;  public class Test  {      public static void main(String[] args) throws IOException      {          //Enter data using BufferReader          BufferedReader reader =                     new BufferedReader(new InputStreamReader(System.in));            // Reading data using readLine          String name = reader.readLine();            // Printing the read line          System.out.println(name);      }  } |

Input:

Dhaka

Output:

Dhaka

Note: To read other types, we use functions like Integer.parseInt(), Double.parseDouble(). To read multiple values, we use split().

**2. Using Scanner Class**

This is probably the most preferred method to take input. The main purpose of the Scanner class is to parse primitive types and strings using regular expressions, however it is also can be used to read input from the user in the command line.

Advantages:

* Convenient methods for parsing primitives (nextInt(), nextFloat(), …) from the tokenized input.
* Regular expressions can be used to find tokens.

|  |
| --- |
| // Java program to demonstrate working of Scanner in Java  import java.util.Scanner;    class GetInputFromUser  {      public static void main(String args[])      {          // Using Scanner for Getting Input from User          Scanner in = new Scanner(System.in);            String s = in.nextLine();          System.out.println("You entered string "+s);            int a = in.nextInt();          System.out.println("You entered integer "+a);            float b = in.nextFloat();          System.out.println("You entered float "+b);      }  } |

Input:

Dhaka

12

3.4

Output:

You entered integer 12

Enter a float

You entered float 3.4

**3. Using Console Class**

It has been becoming a preferred way for reading user’s input from the command line. In addition, it can be used for reading password-like input without echoing the characters entered by the user; the format string syntax can also be used (like System.out.printf()).  
**Advantages:**

* Reading password without echoing the entered characters.
* Reading methods are synchronized.
* Format string syntax can be used.

**Drawback:**

* Does not work in non-interactive environment (such as in an IDE).

|  |
| --- |
| // Java program to demonstrate working of System.console()  // Note that this program does not work on IDEs as  // System.console() may require console  public class Sample  {      public static void main(String[] args)      {          // Using Console to input data from user          String name = System.console().readLine();            System.out.println(name);      }  } |

## What Is a Path?

## A Path instance contains the information used to specify the location of a file or directory. At the time it is defined, a Path is provided with a series of one or more names. A root element or a file name might be included, but neither are required. A Path might consist of just a single directory or file name.

The following figure shows a sample directory tree containing a single root node. Microsoft Windows supports multiple root nodes. Each root node maps to a volume, such as C:\ or D:\. The Solaris OS supports a single root node, which is denoted by the slash character, /.
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Sample Directory Structure

A file is identified by its path through the file system, beginning from the root node. For example, the statusReport file in the previous figure is described by the following notation in the Solaris OS:

/home/sally/statusReport

In Microsoft Windows, statusReport is described by the following notation:

C:\home\sally\statusReport

The character used to separate the directory names (also called the delimiter) is specific to the file system: The Solaris OS uses the forward slash (/), and Microsoft Windows uses the backslash slash (\).

**Relative Paths**

A relative path assumes that the file is on the current server. Using relative paths allows you to construct your site offline and fully test it before uploading it.

For example:

php/webct/itr/index.php

.

**Absolute Paths**

An absolute path refers to a file on the Internet using its full URL. Absolute paths tell the browser precisely where to go.

For example:

<http://www.uvsc.edu/disted/php/webct/itr/index.php>

# Java SequenceInputStream Class

[Java](https://www.javatpoint.com/java-tutorial) SequenceInputStream [class](https://www.javatpoint.com/object-class) is used to read data from multiple [streams](https://www.javatpoint.com/java-8-stream). It reads data sequentially (one by one).

## Java SequenceInputStream Class declaration

Let's see the declaration for Java.io.SequenceInputStream class:

1. **public** **class** SequenceInputStream **extends** InputStream

## Constructors of SequenceInputStream class

|  |  |
| --- | --- |
| [**Constructor**](https://www.javatpoint.com/java-constructor) | **Description** |
| SequenceInputStream(InputStream s1, InputStream s2) | creates a new input stream by reading the data of two input stream in order, first s1 and then s2. |
| SequenceInputStream(Enumeration e) | creates a new input stream by reading the data of an enumeration whose type is InputStream. |

## Methods of SequenceInputStream class

|  |  |
| --- | --- |
| **Method** | **Description** |
| int read() | It is used to read the next byte of data from the input stream. |
| int read(byte[] ary, int off, int len) | It is used to read len bytes of data from the input stream into the [array](https://www.javatpoint.com/array-in-java) of bytes. |
| int available() | It is used to return the maximum number of byte that can be read from an input stream. |
| void close() | It is used to close the input stream. |

## Java SequenceInputStream Example

In this example, we are printing the data of two files testin.txt and testout.txt.

1. **package** com.javatpoint;
3. **import** java.io.\*;
4. **class** InputStreamExample {
5. **public** **static** **void** main(String args[])**throws** Exception{
6. FileInputStream input1=**new** FileInputStream("D:\\testin.txt");
7. FileInputStream input2=**new** FileInputStream("D:\\testout.txt");
8. SequenceInputStream inst=**new** SequenceInputStream(input1, input2);
9. **int** j;
10. **while**((j=inst.read())!=-1){
11. System.out.print((**char**)j);
12. }
13. inst.close();
14. input1.close();
15. input2.close();
16. }
17. }

Here, we are assuming that you have two files: testin.txt and testout.txt which have following information:

testin.txt:

Welcome to Java IO Programming.

testout.txt:

It is the example of Java SequenceInputStream class.

After executing the program, you will get following output:

Output:

Welcome to Java IO Programming. It is the example of Java SequenceInputStream class.

## Example that reads the data from two files and writes into another file

In this example, we are writing the data of two files **testin1.txt** and **testin2.txt** into another file named **testout.txt.**

1. **package** com.javatpoint;
3. **import** java.io.\*;
4. **class** Input1{
5. **public** **static** **void** main(String args[])**throws** Exception{
6. FileInputStream fin1=**new** FileInputStream("D:\\testin1.txt");
7. FileInputStream fin2=**new** FileInputStream("D:\\testin2.txt");
8. FileOutputStream fout=**new** FileOutputStream("D:\\testout.txt");
9. SequenceInputStream sis=**new** SequenceInputStream(fin1,fin2);
10. **int** i;
11. **while**((i=sis.read())!=-1)
12. {
13. fout.write(i);
14. }
15. sis.close();
16. fout.close();
17. fin1.close();
18. fin2.close();
19. System.out.println("Success..");
20. }
21. }

Output:

Succeess...

testout.txt:

1. Welcome to Java IO Programming. It is the example of Java SequenceInputStream **class**.

## SequenceInputStream example that reads data using enumeration

If we need to read the data from more than two files, we need to use [Enumeration](https://www.javatpoint.com/enum-in-java). Enumeration object can be obtained by calling elements() method of the Vector class. Let's see the simple example where we are reading the data from 4 files: a.txt, b.txt, c.txt and d.txt.

1. **package** com.javatpoint;
2. **import** java.io.\*;
3. **import** java.util.\*;
4. **class** Input2{
5. **public** **static** **void** main(String args[])**throws** IOException{
6. //creating the FileInputStream objects for all the files
7. FileInputStream fin=**new** FileInputStream("D:\\a.txt");
8. FileInputStream fin2=**new** FileInputStream("D:\\b.txt");
9. FileInputStream fin3=**new** FileInputStream("D:\\c.txt");
10. FileInputStream fin4=**new** FileInputStream("D:\\d.txt");
11. //creating Vector object to all the stream
12. Vector v=**new** Vector();
13. v.add(fin);
14. v.add(fin2);
15. v.add(fin3);
16. v.add(fin4);
17. //creating enumeration object by calling the elements method
18. Enumeration e=v.elements();
19. //passing the enumeration object in the constructor
20. SequenceInputStream bin=**new** SequenceInputStream(e);
21. **int** i=0;
22. **while**((i=bin.read())!=-1){
23. System.out.print((**char**)i);
24. }
25. bin.close();
26. fin.close();
27. fin2.close();
28. }
29. }

The a.txt, b.txt, c.txt and d.txt have following information:

a.txt:

Welcome

b.txt:

to

c.txt:

java

d.txt:

programming

Output:

Welcometojavaprogramming

# Java ByteArrayOutputStream Class

Java ByteArrayOutputStream class is used to **write common data** into multiple files. In this stream, the data is written into a byte [array](https://www.javatpoint.com/array-in-java) which can be written to multiple streams later.

The ByteArrayOutputStream holds a copy of data and forwards it to multiple streams.

The buffer of ByteArrayOutputStream automatically grows according to data.

## Java ByteArrayOutputStream class declaration

Let's see the declaration for Java.io.ByteArrayOutputStream class:

1. **public** **class** ByteArrayOutputStream **extends** OutputStream

## Java ByteArrayOutputStream class constructors

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| ByteArrayOutputStream() | Creates a new byte array output [stream](https://www.javatpoint.com/java-8-stream) with the initial capacity of 32 bytes, though its size increases if necessary. |
| ByteArrayOutputStream(int size) | Creates a new byte array output stream, with a buffer capacity of the specified size, in bytes. |

## Java ByteArrayOutputStream class methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| int size() | It is used to returns the current size of a buffer. |
| byte[] toByteArray() | It is used to create a newly allocated byte array. |
| String toString() | It is used for converting the content into a [string](https://www.javatpoint.com/java-string) decoding bytes using a platform default character set. |
| String toString(String charsetName) | It is used for converting the content into a string decoding bytes using a specified charsetName. |
| void write(int b) | It is used for writing the byte specified to the byte array output stream. |
| void write(byte[] b, int off, int len | It is used for writing **len** bytes from specified byte array starting from the offset **off** to the byte array output stream. |
| void writeTo(OutputStream out) | It is used for writing the complete content of a byte array output stream to the specified output stream. |
| void reset() | It is used to reset the count field of a byte array output stream to zero value. |
| void close() | It is used to close the ByteArrayOutputStream. |

## Example of Java ByteArrayOutputStream

Let's see a simple example of [java](https://www.javatpoint.com/java-tutorial) ByteArrayOutputStream class to write common data into 2 files: f1.txt and f2.txt.

1. **package** com.javatpoint;
2. **import** java.io.\*;
3. **public** **class** DataStreamExample {
4. **public** **static** **void** main(String args[])**throws** Exception{
5. FileOutputStream fout1=**new** FileOutputStream("D:\\f1.txt");
6. FileOutputStream fout2=**new** FileOutputStream("D:\\f2.txt");
8. ByteArrayOutputStream bout=**new** ByteArrayOutputStream();
9. bout.write(65);
10. bout.writeTo(fout1);
11. bout.writeTo(fout2);
13. bout.flush();
14. bout.close();//has no effect
15. System.out.println("Success...");
16. }
17. }

Output:

Success...

f1.txt:

A

f2.txt:

A
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# Java ByteArrayInputStream Class

The ByteArrayInputStream is composed of two words: ByteArray and InputStream. As the name suggests, it can be used to read byte [array](https://www.javatpoint.com/array-in-java) as input stream.

Java ByteArrayInputStream [class](https://www.javatpoint.com/object-and-class-in-java) contains an internal buffer which is used to **read byte array** as stream. In this stream, the data is read from a byte array.

The buffer of ByteArrayInputStream automatically grows according to data.

## Java ByteArrayInputStream class declaration

Let's see the declaration for Java.io.ByteArrayInputStream class:

1. **public** **class** ByteArrayInputStream **extends** InputStream

## Java ByteArrayInputStream class constructors

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| ByteArrayInputStream(byte[] ary) | Creates a new byte array input stream which uses **ary** as its buffer array. |
| ByteArrayInputStream(byte[] ary, int offset, int len) | Creates a new byte array input stream which uses **ary** as its buffer array that can read up to specified **len** bytes of data from an array. |

## Java ByteArrayInputStream class methods

|  |  |
| --- | --- |
| **Methods** | **Description** |
| int available() | It is used to return the number of remaining bytes that can be read from the input stream. |
| int read() | It is used to read the next byte of data from the input stream. |
| int read(byte[] ary, int off, int len) | It is used to read up to len bytes of data from an array of bytes in the input stream. |
| boolean markSupported() | It is used to test the input stream for mark and reset method. |
| long skip(long x) | It is used to skip the x bytes of input from the input stream. |
| void mark(int readAheadLimit) | It is used to set the current marked position in the stream. |
| void reset() | It is used to reset the buffer of a byte array. |
| void close() | It is used for closing a ByteArrayInputStream. |

## Example of Java ByteArrayInputStream

Let's see a simple example of [java](https://www.javatpoint.com/java-tutorial) ByteArrayInputStream class to read byte array as input stream.

1. **package** com.javatpoint;
2. **import** java.io.\*;
3. **public** **class** ReadExample {
4. **public** **static** **void** main(String[] args) **throws** IOException {
5. **byte**[] buf = { 35, 36, 37, 38 };
6. // Create the new byte array input stream
7. ByteArrayInputStream byt = **new** ByteArrayInputStream(buf);
8. **int** k = 0;
9. **while** ((k = byt.read()) != -1) {
10. //Conversion of a byte into character
11. **char** ch = (**char**) k;
12. System.out.println("ASCII value of Character is:" + k + "; Special character is: " + ch);
13. }
14. }
15. }

Output:

ASCII value of Character is:35; Special character is: #

ASCII value of Character is:36; Special character is: $

ASCII value of Character is:37; Special character is: %

ASCII value of Character is:38; Special character is: &

# Java DataOutputStream Class

Java DataOutputStream [class](https://www.javatpoint.com/object-and-class-in-java) allows an application to write primitive [Java](https://www.javatpoint.com/java-tutorial) data types to the output stream in a machine-independent way.

Java application generally uses the data output stream to write data that can later be read by a data input stream.

## Java DataOutputStream class declaration

Let's see the declaration for java.io.DataOutputStream class:

1. **public** **class** DataOutputStream **extends** FilterOutputStream **implements** DataOutput

## Java DataOutputStream class methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| int size() | It is used to return the number of bytes written to the data output stream. |
| void write(int b) | It is used to write the specified byte to the underlying output stream. |
| void write(byte[] b, int off, int len) | It is used to write len bytes of data to the output stream. |
| void writeBoolean(boolean v) | It is used to write Boolean to the output stream as a 1-byte value. |
| void writeChar(int v) | It is used to write char to the output stream as a 2-byte value. |
| void writeChars(String s) | It is used to write [string](https://www.javatpoint.com/java-string) to the output stream as a sequence of characters. |
| void writeByte(int v) | It is used to write a byte to the output stream as a 1-byte value. |
| void writeBytes(String s) | It is used to write string to the output stream as a sequence of bytes. |
| void writeInt(int v) | It is used to write an int to the output stream |
| void writeShort(int v) | It is used to write a short to the output stream. |
| void writeShort(int v) | It is used to write a short to the output stream. |
| void writeLong(long v) | It is used to write a long to the output stream. |
| void writeUTF(String str) | It is used to write a string to the output stream using UTF-8 encoding in portable manner. |
| void flush() | It is used to flushes the data output stream. |

### Example of DataOutputStream class

In this example, we are writing the data to a text file **testout.txt** using DataOutputStream class.

1. **package** com.javatpoint;
3. **import** java.io.\*;
4. **public** **class** OutputExample {
5. **public** **static** **void** main(String[] args) **throws** IOException {
6. FileOutputStream file = **new** FileOutputStream(D:\\testout.txt);
7. DataOutputStream data = **new** DataOutputStream(file);
8. data.writeInt(65);
9. data.flush();
10. data.close();
11. System.out.println("Succcess...");
12. }
13. }

Output:

Succcess...

testout.txt:

A

# Java DataInputStream Class

Java DataInputStream [class](https://www.javatpoint.com/object-and-class-in-java) allows an application to read primitive data from the input stream in a machine-independent way.

Java application generally uses the data output stream to write data that can later be read by a data input stream.

## Java DataInputStream class declaration

Let's see the declaration for java.io.DataInputStream class:

1. **public** **class** DataInputStream **extends** FilterInputStream **implements** DataInput

## Java DataInputStream class Methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| int read(byte[] b) | It is used to read the number of bytes from the input stream. |
| int read(byte[] b, int off, int len) | It is used to read **len** bytes of data from the input stream. |
| int readInt() | It is used to read input bytes and return an int value. |
| byte readByte() | It is used to read and return the one input byte. |
| char readChar() | It is used to read two input bytes and returns a char value. |
| double readDouble() | It is used to read eight input bytes and returns a double value. |
| boolean readBoolean() | It is used to read one input byte and return true if byte is non zero, false if byte is zero. |
| int skipBytes(int x) | It is used to skip over x bytes of data from the input stream. |
| String readUTF() | It is used to read a [string](https://www.javatpoint.com/java-string) that has been encoded using the UTF-8 format. |
| void readFully(byte[] b) | It is used to read bytes from the input stream and store them into the buffer [array](https://www.javatpoint.com/array-in-java). |
| void readFully(byte[] b, int off, int len) | It is used to read **len** bytes from the input stream. |

## Example of DataInputStream class

In this example, we are reading the data from the file testout.txt file.

1. **package** com.javatpoint;
2. **import** java.io.\*;
3. **public** **class** DataStreamExample {
4. **public** **static** **void** main(String[] args) **throws** IOException {
5. InputStream input = **new** FileInputStream("D:\\testout.txt");
6. DataInputStream inst = **new** DataInputStream(input);
7. **int** count = input.available();
8. **byte**[] ary = **new** **byte**[count];
9. inst.read(ary);
10. **for** (**byte** bt : ary) {
11. **char** k = (**char**) bt;
12. System.out.print(k+"-");
13. }
14. }
15. }

Here, we are assuming that you have following data in **"testout.txt"** file:

JAVA

Output:

J-A-V-A

# Java FilterOutputStream Class

Java FilterOutputStream class implements the OutputStream [class](https://www.javatpoint.com/object-and-class-in-java). It provides different sub classes such as [BufferedOutputStream](https://www.javatpoint.com/java-bufferedoutputstream-class)and [DataOutputStream](https://www.javatpoint.com/java-dataoutputstream-class) to provide additional functionality. So it is less used individually.

### Java FilterOutputStream class declaration

Let's see the declaration for java.io.FilterOutputStream class:

1. **public** **class** FilterOutputStream **extends** OutputStream

### Java FilterOutputStream class Methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| void write(int b) | It is used to write the specified byte to the output stream. |
| void write(byte[] ary) | It is used to write ary.length byte to the output stream. |
| void write(byte[] b, int off, int len) | It is used to write len bytes from the offset off to the output stream. |
| void flush() | It is used to flushes the output stream. |
| void close() | It is used to close the output stream. |

### Example of FilterOutputStream class

1. **import** java.io.\*;
2. **public** **class** FilterExample {
3. **public** **static** **void** main(String[] args) **throws** IOException {
4. File data = **new** File("D:\\testout.txt");
5. FileOutputStream file = **new** FileOutputStream(data);
6. FilterOutputStream filter = **new** FilterOutputStream(file);
7. String s="Welcome to javaTpoint.";
8. **byte** b[]=s.getBytes();
9. filter.write(b);
10. filter.flush();
11. filter.close();
12. file.close();
13. System.out.println("Success...");
14. }
15. }

Output:

Success...

testout.txt

Welcome to javaTpoint.

# Java FilterInputStream Class

Java FilterInputStream class implements the InputStream. It contains different sub classes as [BufferedInputStream](https://www.javatpoint.com/java-bufferedinputstream-class), [DataInputStream](https://www.javatpoint.com/java-datainputstream-class) for providing additional functionality. So it is less used individually.

### Java FilterInputStream class declaration

Let's see the declaration for java.io.FilterInputStream class

1. **public** **class** FilterInputStream **extends** InputStream

### Java FilterInputStream class Methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| int available() | It is used to return an estimate number of bytes that can be read from the input stream. |
| int read() | It is used to read the next byte of data from the input stream. |
| int read(byte[] b) | It is used to read up to byte.length bytes of data from the input stream. |
| long skip(long n) | It is used to skip over and discards n bytes of data from the input stream. |
| boolean markSupported() | It is used to test if the input stream support mark and reset method. |
| void mark(int readlimit) | It is used to mark the current position in the input stream. |
| void reset() | It is used to reset the input stream. |
| void close() | It is used to close the input stream. |

### Example of FilterInputStream class

1. **import** java.io.\*;
2. **public** **class** FilterExample {
3. **public** **static** **void** main(String[] args) **throws** IOException {
4. File data = **new** File("D:\\testout.txt");
5. FileInputStream  file = **new** FileInputStream(data);
6. FilterInputStream filter = **new** BufferedInputStream(file);
7. **int** k =0;
8. **while**((k=filter.read())!=-1){
9. System.out.print((**char**)k);
10. }
11. file.close();
12. filter.close();
13. }
14. }

Here, we are assuming that you have following data in **"testout.txt"** file:

Welcome to javatpoint

Output:

Welcome to javatpoint

# Java - ObjectStreamClass

ObjectStreamClass act as a [Serialization](https://www.javatpoint.com/serialization-in-java) descriptor for class. This [class](https://www.javatpoint.com/object-and-class-in-java) contains the name and serialVersionUID of the class.

### Fields

|  |  |  |
| --- | --- | --- |
| **Modifier and Type** | **Field** | **Description** |
| static ObjectStreamField[] | NO\_FIELDS | serialPersistentFields value indicating no serializable fields |

### Methods

|  |  |  |
| --- | --- | --- |
| **Modifier and Type** | **Method** | **Description** |
| Class<?> | forClass() | It returns the class in the local VM that this version is mapped to. |
| ObjectStreamField | getField(String name) | It gets the field of this class by name. |
| ObjectStreamField[] | getFields() | It returns an [array](https://www.javatpoint.com/array-in-java) of the fields of this serialization class. |
| String | getName() | It returns the name of the class described by this descriptor. |
| long | getSerialVersionUID() | It returns the serialVersionUID for this class. |
| Static ObjectStreamClass | lookup(Class<?> cl) | It finds the descriptor for a class that can be serialized. |
| Static ObjectStreamClass | lookupAny(Class<?> cl) | It returns the descriptor for any class, regardless of whether it implements Serializable. |
| String | toString() | It returns a string describing this ObjectStreamClass. |

## Example

1. **import** java.io.ObjectStreamClass;
2. **import** java.util.Calendar;
4. **public** **class** ObjectStreamClassExample {
5. **public** **static** **void** main(String[] args) {
7. // create a new object stream class for Integers
8. ObjectStreamClass osc = ObjectStreamClass.lookup(SmartPhone.**class**);
10. // get the value field from ObjectStreamClass for integers
11. System.out.println("" + osc.getField("price"));
13. // create a new object stream class for Calendar
14. ObjectStreamClass osc2 = ObjectStreamClass.lookup(String.**class**);
16. // get the Class instance for osc2
17. System.out.println("" + osc2.getField("hash"));
19. }
20. }

Output:

I price

null

# Java ObjectStreamField class

A description of a Serializable field from a [Serializable](https://www.javatpoint.com/serialization-in-java) class. An [array](https://www.javatpoint.com/array-in-java) of ObjectStreamFields is used to declare the Serializable fields of a class.

The java.io.ObjectStreamClass.getField(String name) method gets the field of this class by name.

### Constructor

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| ObjectStreamField(String name, Class<?> type) | It creates a Serializable field with the specified type. |
| ObjectStreamField(String name, Class<?> type, boolean unshared) | It creates an ObjectStreamField representing a serializable field with the given name and type. |

### Methods

|  |  |  |
| --- | --- | --- |
| **Modifier and Type** | **Method** | **Description** |
| int | compareTo(Object obj) | It compares this field with another ObjectStreamField. |
| String | getName() | It gets the name of this field. |
| int | GetOffset() | Offset of field within instance data. |
| Class<?> | getType() | It get the type of the field. |
| char | getTypeCode() | It returns character encoding of field type. |
| String | getTypeString() | It return the [JVM](https://www.javatpoint.com/internal-details-of-jvm) type signature. |
| boolean | isPrimitive() | It return true if this field has a primitive type. |
| boolean | isUnshared() | It returns boolean value indicating whether or not the serializable field represented by this ObjectStreamField instance is unshared. |
| protected void | setOffset(int offset) | Offset within instance data. |
| String | toString() | It return a [string](https://www.javatpoint.com/java-string) that describes this field. |

**public char getTypeCode()**

Returns character encoding of field type. The encoding is as follows:

|  |  |
| --- | --- |
| B | byte |
| C | char |
| D | double |
| F | float |
| I | int |
| J | long |
| L | class or interface |
| S | short |
| Z | boolean |
| [ | array |

**Returns:**

the typecode of the serializable field

## Example:

1. **import** java.io.ObjectStreamClass;
2. **import** java.util.Calendar;
4. **public** **class** ObjectStreamClassExample {
5. **public** **static** **void** main(String[] args) {
7. // create a new object stream class for Integers
8. ObjectStreamClass osc = ObjectStreamClass.lookup(String.**class**);
10. // get the value field from ObjectStreamClass for integers
11. System.out.println("" + osc.getField("value"));
13. // create a new object stream class for Calendar
14. ObjectStreamClass osc2 = ObjectStreamClass.lookup(Calendar.**class**);
16. // get the Class instance for osc2
17. System.out.println("" + osc2.getField("isTimeSet"));
19. }
20. }

Output:

I value

Z isTimeSet

# Java Console Class

The Java Console class is be used to get input from console. It provides methods to read texts and passwords.

If you read password using Console class, it will not be displayed to the user.

The java.io.Console class is attached with system console internally. The Console class is introduced since 1.5.

Let's see a simple example to read text from console.

1. String text=System.console().readLine();
2. System.out.println("Text is: "+text);

## Java Console class declaration

Let's see the declaration for Java.io.Console class:

1. **public** **final** **class** Console **extends** Object **implements** Flushable

## Java Console class methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| Reader reader() | It is used to retrieve the reader [object](https://www.javatpoint.com/object-and-class-in-java) associated with the console |
| String readLine() | It is used to read a single line of text from the console. |
| String readLine(String fmt, Object... args) | It provides a formatted prompt then reads the single line of text from the console. |
| char[] readPassword() | It is used to read password that is not being displayed on the console. |
| char[] readPassword(String fmt, Object... args) | It provides a formatted prompt then reads the password that is not being displayed on the console. |
| Console format(String fmt, Object... args) | It is used to write a formatted [string](https://www.javatpoint.com/java-string) to the console output stream. |
| Console printf(String format, Object... args) | It is used to write a string to the console output stream. |
| PrintWriter writer() | It is used to retrieve the [PrintWriter](https://www.javatpoint.com/java-printwriter-class) object associated with the console. |
| void flush() | It is used to flushes the console. |

## How to get the object of Console

System class provides a static method console() that returns the [singleton](https://www.javatpoint.com/singleton-design-pattern-in-java) instance of Console class.

1. **public** **static** Console console(){}

Let's see the code to get the instance of Console class.

1. Console c=System.console();

## Java Console Example

1. **import** java.io.Console;
2. **class** ReadStringTest{
3. **public** **static** **void** main(String args[]){
4. Console c=System.console();
5. System.out.println("Enter your name: ");
6. String n=c.readLine();
7. System.out.println("Welcome "+n);
8. }
9. }

Output

Enter your name: Nakul Jain

Welcome Nakul Jain

## Java Console Example to read password

1. **import** java.io.Console;
2. **class** ReadPasswordTest{
3. **public** **static** **void** main(String args[]){
4. Console c=System.console();
5. System.out.println("Enter password: ");
6. **char**[] ch=c.readPassword();
7. String pass=String.valueOf(ch);//converting char array into string
8. System.out.println("Password is: "+pass);
9. }
10. }

Output

Enter password:

Password is: 123

# Java FilePermission Class

Java FilePermission class contains the permission related to a directory or [file](https://www.javatpoint.com/java-file-class). All the permissions are related with path. The path can be of two types:

1) **D:\\IO\\**-: It indicates that the permission is associated with all sub directories and files recursively.

2) **D:\\IO\\\***: It indicates that the permission is associated with all directory and files within this directory excluding sub directories.

## Java FilePermission class declaration

Let's see the declaration for Java.io.FilePermission class:

1. **public** **final** **class** FilePermission **extends** Permission **implements** Serializable

## Methods of FilePermission class

|  |  |
| --- | --- |
| **Method** | **Description** |
| ByteArrayOutputStream() | Creates a new byte [array](https://www.javatpoint.com/array-in-java) output stream with the initial capacity of 32 bytes, though its size increases if necessary. |
| ByteArrayOutputStream(int size) | Creates a new byte array output stream, with a buffer capacity of the specified size, in bytes. |

## Java FilePermission class methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| int hashCode() | It is used to return the hash code value of an [object](https://www.javatpoint.com/object-and-class-in-java). |
| String getActions() | It is used to return the "canonical string representation" of an action. |
| boolean equals(Object obj) | It is used to check the two FilePermission objects for equality. |
| boolean implies(Permission p) | It is used to check the FilePermission object for the specified permission. |
| PermissionCollection newPermissionCollection() | It is used to return the new PermissonCollection object for storing the FilePermission object. |

## Java FilePermission Example

Let's see the simple example in which permission of a directory path is granted with read permission and a file of this directory is granted for write permission.

1. **package** com.javatpoint;
3. **import** java.io.\*;
4. **import** java.security.PermissionCollection;
5. **public** **class** FilePermissionExample{
6. **public** **static** **void** main(String[] args) **throws** IOException {
7. String srg = "D:\\IO Package\\java.txt";
8. FilePermission file1 = **new** FilePermission("D:\\IO Package\\-", "read");
9. PermissionCollection permission = file1.newPermissionCollection();
10. permission.add(file1);
11. FilePermission file2 = **new** FilePermission(srg, "write");
12. permission.add(file2);
13. **if**(permission.implies(**new** FilePermission(srg, "read,write"))) {
14. System.out.println("Read, Write permission is granted for the path "+srg );
15. }**else** {
16. System.out.println("No Read, Write permission is granted for the path "+srg);            }
17. }
18. }

Output

Read, Write permission is granted for the path D:\IO Package\java.txt

File Permissions in Java

Java provides a number of method calls to check and change the permission of a file, such as a read-only file can be changed to have permissions to write. File permissions are required to be changed when the user want to restrict the operations permissible on a file. For example, a file permission can be changed from write to read-only because the user no longer want to edit the file.

**Checking the current file permissions**

A file can be in any combination of following permissible permissions:

* **Executable:** Tests whether the application can execute the file denoted by this abstract path name.  
  Syntax:
* **public boolean canExecute()**
* **Returns:** true if and only if the abstract path name

exists and the application is allowed to execute the file

* **Readable:**Tests whether the application can read the file denoted by this abstract path name.  
  Syntax:
* **public boolean canRead()**
* **Returns:** true if and only if the file specified by this

abstract path name exists and can be read by the application; false otherwise

* **Writable:** Tests whether the application can modify the file denoted by this abstract path name.  
  Syntax:
* **public boolean canWrite()**
* **Returns:** true if and only if the file system actually
* contains a file denoted by this abstract path name and

the application is allowed to write to the file; false otherwise.

For example, a file can be readable and writable but not executable. Here’s Java program to get the current permissions associated with a file.

|  |
| --- |
| // Java program to check the current file permissions.  import java.io.\*;    public class Test  {      public static void main(String[] args)      {          // creating a file instance          File file = new File("C:\\Users\\Mayank\\Desktop\\1.txt");            // check if the file exists          boolean exists = file.exists();          if(exists == true)          {              // printing the permissions associated with the file              System.out.println("Executable: " + file.canExecute());              System.out.println("Readable: " + file.canRead());              System.out.println("Writable: "+ file.canWrite());          }          else          {              System.out.println("File not found.");          }      }  } |

**Output**

Executable: true

Readable: true

Writable: true

**Changing file permissions**

A file can have any combinations of the following permissions:

* Executable
* Readable
* Writable

Here are methods to change the permissions associated with a file:

* **setExecutable**A convenience method to set the owner’s execute permission for this abstract path name.
* **public boolean setExecutable(boolean executable)**
* **Description:**
* **Parameters:** executable - If true, sets the access
* permission to allow execute operations;
* if false to disallow execute operations

**Returns:** true if and only if the operation succeeded.

The operation will fail if the user does not have permission to change the access permissions of this abstract path name. If executable is false and the underlying file system does not implement an execute permission, then the operation will fail.

* **setReadable:** A convenience method to set the owner’s read permission for this abstract path name.
* **public boolean setReadable(boolean readable)**
* **Parameters:** readable - If true, sets the access permission to
* allow read operations; if false to disallow read operations

**Returns:** true if and only if the operation succeeded.

The operation will fail if the user does not have permission to change the access permissions of this abstract path name. If readable is false and the underlying file system does not implement a read permission, then the operation will fail.

* **setWritable :** A convenience method to set the owner’s write permission for this abstract path name.
* **public boolean setWritable(boolean writable)**
* **Parameters:** writable - If true, sets the access permission
* to allow write operations; if false to disallow write operations

**Returns:** true if and only if the operation succeeded.

The operation will fail if the user does not have permission to change the access permissions of this abstract path name.

|  |
| --- |
| // Java program to change the file permissions  import java.io.\*;    public class Test  {      public static void main(String[] args)      {          // creating a new file instance          File file = new File("C:\\Users\\Mayank\\Desktop\\1.txt");            // check if file exists          boolean exists = file.exists();          if(exists == true)          {              // changing the file permissions              file.setExecutable(true);              file.setReadable(true);              file.setWritable(false);              System.out.println("File permissions changed.");                // printing the permissions associated with the file currently              System.out.println("Executable: " + file.canExecute());              System.out.println("Readable: " + file.canRead());              System.out.println("Writable: "+ file.canWrite());            }          else          {              System.out.println("File not found.");          }      }  } |

**Output**

File permissions changed.

Executable: true

Readable: true

Writable: false

# Java Writer

It is an [abstract](https://www.javatpoint.com/abstract-class-in-java) class for writing to character streams. The methods that a subclass must implement are write(char[], int, int), flush(), and close(). Most subclasses will override some of the methods defined here to provide higher efficiency, functionality or both.

### Fields

|  |  |  |
| --- | --- | --- |
| **Modifier and Type** | **Field** | **Description** |
| protected Object | lock | The object used to synchronize operations on this stream. |

### Constructor

|  |  |  |
| --- | --- | --- |
| **Modifier** | **Constructor** | **Description** |
| protected | Writer() | It creates a new character-stream writer whose critical sections will synchronize on the writer itself. |
| protected | Writer(Object lock) | It creates a new character-stream writer whose critical sections will synchronize on the given [object](https://www.javatpoint.com/object-and-class-in-java). |

### Methods

|  |  |  |
| --- | --- | --- |
| Modifier and Type | **Method** | **Description** |
| Writer | append(char c) | It appends the specified character to this writer. |
| Writer | append(CharSequence csq) | It appends the specified character sequence to this writer |
| Writer | append(CharSequence csq, int start, int end) | It appends a subsequence of the specified character sequence to this writer. |
| abstract void | close() | It closes the stream, flushing it first. |
| abstract void | flush() | It flushes the stream. |
| void | write(char[] cbuf) | It writes an [array](https://www.javatpoint.com/array-in-java) of characters. |
| abstract void | write(char[] cbuf, int off, int len) | It writes a portion of an array of characters. |
| void | write(int c) | It writes a single character. |
| void | write(String str) | It writes a [string](https://www.javatpoint.com/java-string). |
| void | write(String str, int off, int len) | It writes a portion of a string. |

## Java Writer Example

1. **import** java.io.\*;
2. **public** **class** WriterExample {
3. **public** **static** **void** main(String[] args) {
4. **try** {
5. Writer w = **new** FileWriter("output.txt");
6. String content = "I love my country";
7. w.write(content);
8. w.close();
9. System.out.println("Done");
10. } **catch** (IOException e) {
11. e.printStackTrace();
12. }
13. }
14. }

Output:

Done

output.txt:

I love my country

# Java Reader

[Java](https://www.javatpoint.com/java-tutorial) Reader is an [abstract class](https://www.javatpoint.com/abstract-class-in-java) for reading character [streams](https://www.javatpoint.com/java-8-stream). The only methods that a subclass must implement are read(char[], int, int) and close(). Most subclasses, however, will [override](https://www.javatpoint.com/method-overriding-in-java) some of the methods to provide higher efficiency, additional functionality, or both.

Some of the implementation [class](https://www.javatpoint.com/object-class) are [BufferedReader](https://www.javatpoint.com/java-bufferedreader-class), [CharArrayReader](https://www.javatpoint.com/java-chararrayreader-class), [FilterReader](https://www.javatpoint.com/java-filterreader-class), [InputStreamReader](https://www.javatpoint.com/Input-from-keyboard-by-InputStreamReader), PipedReader, [StringReader](https://www.javatpoint.com/java-stringreader-class)

### Fields

|  |  |  |
| --- | --- | --- |
| **Modifier and Type** | **Field** | **Description** |
| protected Object | lock | The object used to synchronize operations on this stream. |

### Constructor

|  |  |  |
| --- | --- | --- |
| [**Modifie**](https://www.javatpoint.com/access-modifiers)**r** | [**Constructor**](https://www.javatpoint.com/java-constructor) | **Description** |
| protected | Reader() | It creates a new character-stream reader whose critical sections will synchronize on the reader itself. |
| protected | Reader(Object lock) | It creates a new character-stream reader whose critical sections will synchronize on the given object. |

### Methods

|  |  |  |
| --- | --- | --- |
| **Modifier and Type** | **Method** | **Description** |
| abstract void | close() | It closes the stream and releases any system resources associated with it. |
| void | mark(int readAheadLimit) | It marks the present position in the stream. |
| boolean | markSupported() | It tells whether this stream supports the mark() operation. |
| int | read() | It reads a single character. |
| int | read(char[] cbuf) | It reads characters into an [array](https://www.javatpoint.com/array-in-java). |
| abstract int | read(char[] cbuf, int off, int len) | It reads characters into a portion of an array. |
| int | read(CharBuffer target) | It attempts to read characters into the specified character buffer. |
| boolean | ready() | It tells whether this stream is ready to be read. |
| void | reset() | It resets the stream. |
| long | skip(long n) | It skips characters. |

## Example

1. **import** java.io.\*;
2. **public** **class** ReaderExample {
3. **public** **static** **void** main(String[] args) {
4. **try** {
5. Reader reader = **new** FileReader("file.txt");
6. **int** data = reader.read();
7. **while** (data != -1) {
8. System.out.print((**char**) data);
9. data = reader.read();
10. }
11. reader.close();
12. } **catch** (Exception ex) {
13. System.out.println(ex.getMessage());
14. }
15. }
16. }

file.txt:

I love my country

Output:

I love my country

# Java FileWriter Class

Java FileWriter class is used to write character-oriented data to a [file](https://www.javatpoint.com/java-file-class). It is character-oriented class which is used for file handling in [java](https://www.javatpoint.com/java-tutorial).

Unlike FileOutputStream class, you don't need to convert string into byte [array](https://www.javatpoint.com/array-in-java) because it provides method to write string directly.

## Java FileWriter class declaration

Let's see the declaration for Java.io.FileWriter class:

1. **public** **class** FileWriter **extends** OutputStreamWriter

## Constructors of FileWriter class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| FileWriter(String file) | Creates a new file. It gets file name in [string](https://www.javatpoint.com/java-string). |
| FileWriter(File file) | Creates a new file. It gets file name in File [object](https://www.javatpoint.com/object-and-class-in-java). |

## Methods of FileWriter class

|  |  |
| --- | --- |
| **Method** | **Description** |
| void write(String text) | It is used to write the string into FileWriter. |
| void write(char c) | It is used to write the char into FileWriter. |
| void write(char[] c) | It is used to write char array into FileWriter. |
| void flush() | It is used to flushes the data of FileWriter. |
| void close() | It is used to close the FileWriter. |

## Java FileWriter Example

In this example, we are writing the data in the file testout.txt using Java FileWriter class.

1. **package** com.javatpoint;
2. **import** java.io.FileWriter;
3. **public** **class** FileWriterExample {
4. **public** **static** **void** main(String args[]){
5. **try**{
6. FileWriter fw=**new** FileWriter("D:\\testout.txt");
7. fw.write("Welcome to javaTpoint.");
8. fw.close();
9. }**catch**(Exception e){System.out.println(e);}
10. System.out.println("Success...");
11. }
12. }

Output:

Success...

testout.txt:

Welcome to javaTpoint.

# Java FileReader Class

Java FileReader class is used to read data from the file. It returns data in byte format like [FileInputStream](https://www.javatpoint.com/java-fileinputstream-class) class.

It is character-oriented class which is used for [file](https://www.javatpoint.com/java-file-class) handling in [java](https://www.javatpoint.com/java-tutorial).

## Java FileReader class declaration

Let's see the declaration for Java.io.FileReader class:

1. **public** **class** FileReader **extends** InputStreamReader

## Constructors of FileReader class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| FileReader(String file) | It gets filename in [string](https://www.javatpoint.com/java-string). It opens the given file in read mode. If file doesn't exist, it throws FileNotFoundException. |
| FileReader(File file) | It gets filename in [file](https://www.javatpoint.com/java-file-class) instance. It opens the given file in read mode. If file doesn't exist, it throws FileNotFoundException. |

## Methods of FileReader class

|  |  |
| --- | --- |
| **Method** | **Description** |
| int read() | It is used to return a character in ASCII form. It returns -1 at the end of file. |
| void close() | It is used to close the FileReader class. |

## Java FileReader Example

In this example, we are reading the data from the text file **testout.txt** using Java FileReader class.

1. **package** com.javatpoint;
3. **import** java.io.FileReader;
4. **public** **class** FileReaderExample {
5. **public** **static** **void** main(String args[])**throws** Exception{
6. FileReader fr=**new** FileReader("D:\\testout.txt");
7. **int** i;
8. **while**((i=fr.read())!=-1)
9. System.out.print((**char**)i);
10. fr.close();
11. }
12. }

Here, we are assuming that you have following data in "testout.txt" file:

Welcome to javaTpoint.

Output:

Welcome to javaTpoint.

# Java BufferedWriter Class

Java BufferedWriter class is used to provide buffering for Writer instances. It makes the performance fast. It inherits [Writer](https://www.javatpoint.com/java-writer-class) class. The buffering characters are used for providing the efficient writing of single [arrays](https://www.javatpoint.com/array-in-java), characters, and [strings](https://www.javatpoint.com/java-string).

## Class declaration

Let's see the declaration for Java.io.BufferedWriter class:

1. **public** **class** BufferedWriter **extends** Writer

## Class constructors

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| BufferedWriter(Writer wrt) | It is used to create a buffered character output stream that uses the default size for an output buffer. |
| BufferedWriter(Writer wrt, int size) | It is used to create a buffered character output stream that uses the specified size for an output buffer. |

## Class methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| void newLine() | It is used to add a new line by writing a line separator. |
| void write(int c) | It is used to write a single character. |
| void write(char[] cbuf, int off, int len) | It is used to write a portion of an array of characters. |
| void write(String s, int off, int len) | It is used to write a portion of a string. |
| void flush() | It is used to flushes the input stream. |
| void close() | It is used to closes the input stream |

## Example of Java BufferedWriter

Let's see the simple example of writing the data to a text file **testout.txt** using Java BufferedWriter.

1. **package** com.javatpoint;
2. **import** java.io.\*;
3. **public** **class** BufferedWriterExample {
4. **public** **static** **void** main(String[] args) **throws** Exception {
5. FileWriter writer = **new** FileWriter("D:\\testout.txt");
6. BufferedWriter buffer = **new** BufferedWriter(writer);
7. buffer.write("Welcome to javaTpoint.");
8. buffer.close();
9. System.out.println("Success");
10. }
11. }

Output:

success

testout.txt:

Welcome to javaTpoint.

# Java BufferedReader Class

Java BufferedReader class is used to read the text from a character-based input stream. It can be used to read data line by line by readLine() method. It makes the performance fast. It inherits [Reader](https://www.javatpoint.com/java-reader-class) [class](https://www.javatpoint.com/object-and-class-in-java).

## Java BufferedReader class declaration

Let's see the declaration for Java.io.BufferedReader class:

1. **public** **class** BufferedReader **extends** Reader

## Java BufferedReader class constructors

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| BufferedReader(Reader rd) | It is used to create a buffered character input stream that uses the default size for an input buffer. |
| BufferedReader(Reader rd, int size) | It is used to create a buffered character input stream that uses the specified size for an input buffer. |

## Java BufferedReader class methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| int read() | It is used for reading a single character. |
| int read(char[] cbuf, int off, int len) | It is used for reading characters into a portion of an [array](https://www.javatpoint.com/array-in-java). |
| boolean markSupported() | It is used to test the input stream support for the mark and reset method. |
| String readLine() | It is used for reading a line of text. |
| boolean ready() | It is used to test whether the input stream is ready to be read. |
| long skip(long n) | It is used for skipping the characters. |
| void reset() | It repositions the [stream](https://www.javatpoint.com/java-8-stream) at a position the mark method was last called on this input stream. |
| void mark(int readAheadLimit) | It is used for marking the present position in a stream. |
| void close() | It closes the input stream and releases any of the system resources associated with the stream. |

## Java BufferedReader Example

In this example, we are reading the data from the text file **testout.txt** using Java BufferedReader class.

1. **package** com.javatpoint;
2. **import** java.io.\*;
3. **public** **class** BufferedReaderExample {
4. **public** **static** **void** main(String args[])**throws** Exception{
5. FileReader fr=**new** FileReader("D:\\testout.txt");
6. BufferedReader br=**new** BufferedReader(fr);
8. **int** i;
9. **while**((i=br.read())!=-1){
10. System.out.print((**char**)i);
11. }
12. br.close();
13. fr.close();
14. }
15. }

Here, we are assuming that you have following data in "testout.txt" file:

Welcome to javaTpoint.

Output:

Welcome to javaTpoint.

## Reading data from console by InputStreamReader and BufferedReader

In this example, we are connecting the BufferedReader stream with the [InputStreamReader](https://www.javatpoint.com/Input-from-keyboard-by-InputStreamReader) stream for reading the line by line data from the keyboard.

1. **package** com.javatpoint;
2. **import** java.io.\*;
3. **public** **class** BufferedReaderExample{
4. **public** **static** **void** main(String args[])**throws** Exception{
5. InputStreamReader r=**new** InputStreamReader(System.in);
6. BufferedReader br=**new** BufferedReader(r);
7. System.out.println("Enter your name");
8. String name=br.readLine();
9. System.out.println("Welcome "+name);
10. }
11. }

Output:

Enter your name

Nakul Jain

Welcome Nakul Jain
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## Another example of reading data from console until user writes stop

In this example, we are reading and printing the data until the user prints stop.

1. **package** com.javatpoint;
2. **import** java.io.\*;
3. **public** **class** BufferedReaderExample{
4. **public** **static** **void** main(String args[])**throws** Exception{
5. InputStreamReader r=**new** InputStreamReader(System.in);
6. BufferedReader br=**new** BufferedReader(r);
7. String name="";
8. **while**(!name.equals("stop")){
9. System.out.println("Enter data: ");
10. name=br.readLine();
11. System.out.println("data is: "+name);
12. }
13. br.close();
14. r.close();
15. }
16. }

Output:

Enter data: Nakul

data is: Nakul

Enter data: 12

data is: 12

Enter data: stop

data is: stop

# Java CharArrayReader Class

The CharArrayReader is composed of two words: CharArray and Reader. The CharArrayReader class is used to read character [array](https://www.javatpoint.com/array-in-java)as a reader (stream). It inherits [Reader](https://www.javatpoint.com/java-reader-class) class.

## Java CharArrayReader class declaration

Let's see the declaration for Java.io.CharArrayReader [class](https://www.javatpoint.com/object-and-class-in-java):

1. **public** **class** CharArrayReader **extends** Reader

## Java CharArrayReader class methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| int read() | It is used to read a single character |
| int read(char[] b, int off, int len) | It is used to read characters into the portion of an array. |
| boolean ready() | It is used to tell whether the stream is ready to read. |
| boolean markSupported() | It is used to tell whether the stream supports mark() operation. |
| long skip(long n) | It is used to skip the character in the input stream. |
| void mark(int readAheadLimit) | It is used to mark the present position in the stream. |
| void reset() | It is used to reset the stream to a most recent mark. |
| void close() | It is used to closes the stream. |

## Example of CharArrayReader Class:

Let's see the simple example to read a character using Java CharArrayReader class.

1. **package** com.javatpoint;
3. **import** java.io.CharArrayReader;
4. **public** **class** CharArrayExample{
5. **public** **static** **void** main(String[] ag) **throws** Exception {
6. **char**[] ary = { 'j', 'a', 'v', 'a', 't', 'p', 'o', 'i', 'n', 't' };
7. CharArrayReader reader = **new** CharArrayReader(ary);
8. **int** k = 0;
9. // Read until the end of a file
10. **while** ((k = reader.read()) != -1) {
11. **char** ch = (**char**) k;
12. System.out.print(ch + " : ");
13. System.out.println(k);
14. }
15. }
16. }

Output

j : 106

a : 97

v : 118

a : 97

t : 116

p : 112

o : 111

i : 105

n : 110

t : 116

# Java CharArrayWriter Class

The CharArrayWriter class can be used to write common data to multiple files. This class inherits [Writer](https://www.javatpoint.com/java-writer-class) class. Its buffer automatically grows when data is written in this stream. Calling the close() method on this [object](https://www.javatpoint.com/object-and-class-in-java) has no effect.

## Java CharArrayWriter class declaration

Let's see the declaration for Java.io.CharArrayWriter class:

1. **public** **class** CharArrayWriter **extends** Writer

## Java CharArrayWriter class Methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| int size() | It is used to return the current size of the buffer. |
| char[] toCharArray() | It is used to return the copy of an input data. |
| String toString() | It is used for converting an input data to a [string](https://www.javatpoint.com/java-string). |
| CharArrayWriter append(char c) | It is used to append the specified character to the writer. |
| CharArrayWriter append(CharSequence csq) | It is used to append the specified character sequence to the writer. |
| CharArrayWriter append(CharSequence csq, int start, int end) | It is used to append the subsequence of a specified character to the writer. |
| void write(int c) | It is used to write a character to the buffer. |
| void write(char[] c, int off, int len) | It is used to write a character to the buffer. |
| void write(String str, int off, int len) | It is used to write a portion of string to the buffer. |
| void writeTo(Writer out) | It is used to write the content of buffer to different character stream. |
| void flush() | It is used to flush the stream. |
| void reset() | It is used to reset the buffer. |
| void close() | It is used to close the stream. |

### Example of CharArrayWriter Class:

In this example, we are writing a common data to 4 files a.txt, b.txt, c.txt and d.txt.

1. **package** com.javatpoint;
3. **import** java.io.CharArrayWriter;
4. **import** java.io.FileWriter;
5. **public** **class** CharArrayWriterExample {
6. **public** **static** **void** main(String args[])**throws** Exception{
7. CharArrayWriter out=**new** CharArrayWriter();
8. out.write("Welcome to javaTpoint");
9. FileWriter f1=**new** FileWriter("D:\\a.txt");
10. FileWriter f2=**new** FileWriter("D:\\b.txt");
11. FileWriter f3=**new** FileWriter("D:\\c.txt");
12. FileWriter f4=**new** FileWriter("D:\\d.txt");
13. out.writeTo(f1);
14. out.writeTo(f2);
15. out.writeTo(f3);
16. out.writeTo(f4);
17. f1.close();
18. f2.close();
19. f3.close();
20. f4.close();
21. System.out.println("Success...");
22. }
23. }

Output

Success...

After executing the program, you can see that all files have common data: Welcome to javaTpoint.

a.txt:

Welcome to javaTpoint

b.txt:

Welcome to javaTpoint

c.txt:

Welcome to javaTpoint

d.txt:

Welcome to javaTpoint

# Java PrintStream Class

The PrintStream class provides methods to write data to another stream. The PrintStream [class](https://www.javatpoint.com/object-and-class-in-java) automatically flushes the data so there is no need to call flush() method. Moreover, its methods don't throw IOException.

## Class declaration

Let's see the declaration for Java.io.PrintStream class:

1. **public** **class** PrintStream **extends** FilterOutputStream **implements** Closeable. Appendable

## Methods of PrintStream class

|  |  |
| --- | --- |
| **Method** | **Description** |
| void print(boolean b) | It prints the specified boolean value. |
| void print(char c) | It prints the specified char value. |
| void print(char[] c) | It prints the specified character [array](https://www.javatpoint.com/array-in-java) values. |
| void print(int i) | It prints the specified int value. |
| void print(long l) | It prints the specified long value. |
| void print(float f) | It prints the specified float value. |
| void print(double d) | It prints the specified double value. |
| void print(String s) | It prints the specified [string](https://www.javatpoint.com/java-string) value. |
| void print(Object obj) | It prints the specified object value. |
| void println(boolean b) | It prints the specified boolean value and terminates the line. |
| void println(char c) | It prints the specified char value and terminates the line. |
| void println(char[] c) | It prints the specified character array values and terminates the line. |
| void println(int i) | It prints the specified int value and terminates the line. |
| void println(long l) | It prints the specified long value and terminates the line. |
| void println(float f) | It prints the specified float value and terminates the line. |
| void println(double d) | It prints the specified double value and terminates the line. |
| void println(String s) | It prints the specified string value and terminates the line. |
| void println(Object obj) | It prints the specified object value and terminates the line. |
| void println() | It terminates the line only. |
| void printf(Object format, Object... args) | It writes the formatted string to the current stream. |
| void printf(Locale l, Object format, Object... args) | It writes the formatted string to the current stream. |
| void format(Object format, Object... args) | It writes the formatted string to the current stream using specified format. |
| void format(Locale l, Object format, Object... args) | It writes the formatted string to the current stream using specified format. |

## Example of java PrintStream class

In this example, we are simply printing integer and string value.

1. **package** com.javatpoint;
3. **import** java.io.FileOutputStream;
4. **import** java.io.PrintStream;
5. **public** **class** PrintStreamTest{
6. **public** **static** **void** main(String args[])**throws** Exception{
7. FileOutputStream fout=**new** FileOutputStream("D:\\testout.txt ");
8. PrintStream pout=**new** PrintStream(fout);
9. pout.println(2016);
10. pout.println("Hello Java");
11. pout.println("Welcome to Java");
12. pout.close();
13. fout.close();
14. System.out.println("Success?");
15. }
16. }

Output

Success...

The content of a text file **testout.txt** is set with the below data

2016

Hello Java

Welcome to Java

## Example of printf() method using java PrintStream class:

Let's see the simple example of printing integer value by format specifier using **printf()** method of **java.io.PrintStream** class.

1. **class** PrintStreamTest{
2. **public** **static** **void** main(String args[]){
3. **int** a=19;
4. System.out.printf("%d",a); //Note: out is the object of printstream
5. }
6. }

Output

19

# Java PrintWriter class

Java PrintWriter class is the implementation of [Writer](https://www.javatpoint.com/java-writer-class) class. It is used to print the formatted representation of [objects](https://www.javatpoint.com/object-and-class-in-java) to the text-output stream.

## Class declaration

Let's see the declaration for Java.io.PrintWriter class:

1. **public** **class** PrintWriter **extends** Writer

## Methods of PrintWriter class

|  |  |
| --- | --- |
| **Method** | **Description** |
| void println(boolean x) | It is used to print the boolean value. |
| void println(char[] x) | It is used to print an [array](https://www.javatpoint.com/array-in-java) of characters. |
| void println(int x) | It is used to print an integer. |
| PrintWriter append(char c) | It is used to append the specified character to the writer. |
| PrintWriter append(CharSequence ch) | It is used to append the specified character sequence to the writer. |
| PrintWriter append(CharSequence ch, int start, int end) | It is used to append a subsequence of specified character to the writer. |
| boolean checkError() | It is used to flushes the stream and check its error state. |
| protected void setError() | It is used to indicate that an error occurs. |
| protected void clearError() | It is used to clear the error state of a stream. |
| PrintWriter format(String format, Object... args) | It is used to write a formatted [string](https://www.javatpoint.com/java-string) to the writer using specified arguments and format string. |
| void print(Object obj) | It is used to print an object. |
| void flush() | It is used to flushes the stream. |
| void close() | It is used to close the stream. |

## Java PrintWriter Example

Let's see the simple example of writing the data on a **console** and in a **text file testout.txt** using Java PrintWriter class.

1. **package** com.javatpoint;
3. **import** java.io.File;
4. **import** java.io.PrintWriter;
5. **public** **class** PrintWriterExample {
6. **public** **static** **void** main(String[] args) **throws** Exception {
7. //Data to write on Console using PrintWriter
8. PrintWriter writer = **new** PrintWriter(System.out);
9. writer.write("Javatpoint provides tutorials of all technology.");
10. writer.flush();
11. writer.close();
12. //Data to write in File using PrintWriter
13. PrintWriter writer1 =**null**;
14. writer1 = **new** PrintWriter(**new** File("D:\\testout.txt"));
15. writer1.write("Like Java, Spring, Hibernate, Android, PHP etc.");
16. writer1.flush();
17. writer1.close();
18. }
19. }

Outpt

Javatpoint provides tutorials of all technology.

The content of a text file **testout.txt** is set with the data **Like Java, Spring, Hibernate, Android, PHP etc.**

# Java OutputStreamWriter

OutputStreamWriter is a [class](https://www.javatpoint.com/object-and-class-in-java) which is used to convert character stream to byte stream, the characters are encoded into byte using a specified charset. write() method calls the encoding converter which converts the character into bytes. The resulting bytes are then accumulated in a buffer before being written into the underlying output stream. The characters passed to write() methods are not buffered. We optimize the performance of OutputStreamWriter by using it with in a BufferedWriter so that to avoid frequent converter invocation.

### Constructor

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| OutputStreamWriter(OutputStream out) | It creates an OutputStreamWriter that uses the default character encoding. |
| OutputStreamWriter(OutputStream out, Charset cs) | It creates an OutputStreamWriter that uses the given charset. |
| OutputStreamWriter(OutputStream out, CharsetEncoder enc) | It creates an OutputStreamWriter that uses the given charset encoder. |
| OutputStreamWriter(OutputStream out, String charsetName) | It creates an OutputStreamWriter that uses the named charset. |

### Methods

|  |  |  |
| --- | --- | --- |
| **Modifier and Type** | **Method** | **Description** |
| void | close() | It closes the stream, flushing it first. |
| void | flush() | It flushes the stream. |
| String | getEncoding() | It returns the name of the character encoding being used by this stream. |
| void | write(char[] cbuf, int off, int len) | It writes a portion of an [array](https://www.javatpoint.com/array-in-java) of characters. |
| void | write(int c) | It writes a single character. |
| void | write(String str, int off, int len) | It writes a portion of a [string](https://www.javatpoint.com/java-string). |

## Example

1. **public** **class** OutputStreamWriterExample {
2. **public** **static** **void** main(String[] args) {
4. **try** {
5. OutputStream outputStream = **new** FileOutputStream("output.txt");
6. Writer outputStreamWriter = **new** OutputStreamWriter(outputStream);
8. outputStreamWriter.write("Hello World");
10. outputStreamWriter.close();
11. } **catch** (Exception e) {
12. e.getMessage();
13. }
14. }
15. }

Output:

output.txt file will contains text "Hello World"

# Java InputStreamReader

An InputStreamReader is a bridge from byte streams to character streams: It reads bytes and decodes them into characters using a specified charset. The charset that it uses may be specified by name or may be given explicitly, or the platform's default charset may be accepted.

### Constructor

|  |  |
| --- | --- |
| **Constructor name** | **Description** |
| InputStreamReader(InputStream in) | It creates an InputStreamReader that uses the default charset. |
| InputStreamReader(InputStream in, Charset cs) | It creates an InputStreamReader that uses the given charset. |
| InputStreamReader(InputStream in, CharsetDecoder dec) | It creates an InputStreamReader that uses the given charset decoder. |
| InputStreamReader(InputStream in, String charsetName) | It creates an InputStreamReader that uses the named charset. |

### Method

|  |  |  |
| --- | --- | --- |
| **Modifier and Type** | **Method** | **Description** |
| void | close() | It closes the stream and releases any system resources associated with it. |
| String | getEncoding() | It returns the name of the character encoding being used by this stream. |
| int | read() | It reads a single character. |
| int | read(char[] cbuf, int offset, int length) | It reads characters into a portion of an [array](https://www.javatpoint.com/array-in-java). |
| boolean | ready() | It tells whether this stream is ready to be read. |

## Example

1. **public** **class** InputStreamReaderExample {
2. **public** **static** **void** main(String[] args) {
3. **try**  {
4. InputStream stream = **new** FileInputStream("file.txt");
5. Reader reader = **new** InputStreamReader(stream);
6. **int** data = reader.read();
7. **while** (data != -1) {
8. System.out.print((**char**) data);
9. data = reader.read();
10. }
11. } **catch** (Exception e) {
12. e.printStackTrace();
13. }
14. }
15. }

Output:

I love my country

The file.txt contains text "I love my country" the InputStreamReader

reads Character by character from the file

# Java PushbackInputStream Class

Java PushbackInputStream [class](https://www.javatpoint.com/object-and-clas-in-java) overrides InputStream and provides extra functionality to another input stream. It can unread a byte which is already read and push back one byte.

### Class declaration

Let's see the declaration for java.io.PushbackInputStream class:

1. **public** **class** PushbackInputStream **extends** FilterInputStream

### Class Methods

It is used to test if the input stream support mark and reset method.

|  |  |
| --- | --- |
| **Method** | **Description** |
| int available() | It is used to return the number of bytes that can be read from the input stream. |
| int read() | It is used to read the next byte of data from the input stream. |
| boolean markSupported() |  |
| void mark(int readlimit) | It is used to mark the current position in the input stream. |
| long skip(long x) | It is used to skip over and discard x bytes of data. |
| void unread(int b) | It is used to pushes back the byte by copying it to the pushback buffer. |
| void unread(byte[] b) | It is used to pushes back the [array](https://www.javatpoint.com/array-in-java) of byte by copying it to the pushback buffer. |
| void reset() | It is used to reset the input stream. |
| void close() | It is used to close the input stream. |

### Example of PushbackInputStream class

1. **import** java.io.\*;
2. **public** **class** InputStreamExample {
3. **public** **static** **void** main(String[] args)**throws** Exception{
4. String srg = "1##2#34###12";
5. **byte** ary[] = srg.getBytes();
6. ByteArrayInputStream array = **new** ByteArrayInputStream(ary);
7. PushbackInputStream push = **new** PushbackInputStream(array);
8. **int** i;
9. **while**( (i = push.read())!= -1) {
10. **if**(i == '#') {
11. **int** j;
12. **if**( (j = push.read()) == '#'){
13. System.out.print("\*\*");
14. }**else** {
15. push.unread(j);
16. System.out.print((**char**)i);
17. }
18. }**else** {
19. System.out.print((**char**)i);
20. }
21. }
22. }
23. }

Output:

1. 1\*\*2#34\*\*#12

# Java PushbackReader Class

[Java](https://www.javatpoint.com/java-tutorial) PushbackReader [class](https://www.javatpoint.com/object-class) is a character [stream](https://www.javatpoint.com/java-8-stream) reader. It is used to pushes back a character into stream and [overrides](https://www.javatpoint.com/method-overriding-in-java) the [FilterReader](https://www.javatpoint.com/java-filterreader-class) class.

### Class declaration

Let' s see the declaration for java.io.PushbackReader class:

1. **public** **class** PushbackReader **extends** FilterReader

### Class Methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| int read() | It is used to read a single character. |
| void mark(int readAheadLimit) | It is used to mark the present position in a stream. |
| boolean ready() | It is used to tell whether the stream is ready to be read. |
| boolean markSupported() | It is used to tell whether the stream supports mark() operation. |
| long skip(long n) | It is used to skip the character. |
| void unread (int c) | It is used to pushes back the character by copying it to the pushback buffer. |
| void unread (char[] cbuf) | It is used to pushes back an array of character by copying it to the pushback buffer. |
| void reset() | It is used to reset the stream. |
| void close() | It is used to close the stream. |

### Example of PushbackReader class

1. **import** java.io.\*;
2. **public** **class** ReaderExample{
3. **public** **static** **void** main(String[] args) **throws** Exception {
4. **char** ary[] = {'1','-','-','2','-','3','4','-','-','-','5','6'};
5. CharArrayReader reader = **new** CharArrayReader(ary);
6. PushbackReader push = **new** PushbackReader(reader);
7. **int** i;
8. **while**( (i = push.read())!= -1) {
9. **if**(i == '-') {
10. **int** j;
11. **if**( (j = push.read()) == '-'){
12. System.out.print("#\*");
13. }**else** {
14. push.unread(j); // push back single character
15. System.out.print((**char**)i);
16. }
17. }**else** {
18. System.out.print((**char**)i);
19. }
20. }
21. }
22. }

Output

1. 1#\*2-34#\*-56

# Java StringWriter Class

Java StringWriter class is a character stream that collects output from string buffer, which can be used to construct a [string](https://www.javatpoint.com/java-string). The StringWriter class inherits the [Writer](https://www.javatpoint.com/java-writer-class) class.

In StringWriter class, system resources like [network](https://www.javatpoint.com/java-networking) [sockets](https://www.javatpoint.com/socket-programming) and [files](https://www.javatpoint.com/java-file-class) are not used, therefore closing the StringWriter is not necessary.

## Java StringWriter class declaration

Let's see the declaration for Java.io.StringWriter class:

1. **public** **class** StringWriter **extends** Writer

## Methods of StringWriter class

|  |  |
| --- | --- |
| **Method** | **Description** |
| void write(int c) | It is used to write the single character. |
| void write(String str) | It is used to write the string. |
| void write(String str, int off, int len) | It is used to write the portion of a string. |
| void write(char[] cbuf, int off, int len) | It is used to write the portion of an [array](https://www.javatpoint.com/array-in-java) of characters. |
| String toString() | It is used to return the buffer current value as a string. |
| StringBuffer getBuffer() | It is used t return the string buffer. |
| StringWriter append(char c) | It is used to append the specified character to the writer. |
| StringWriter append(CharSequence csq) | It is used to append the specified character sequence to the writer. |
| StringWriter append(CharSequence csq, int start, int end) | It is used to append the subsequence of specified character sequence to the writer. |
| void flush() | It is used to flush the stream. |
| void close() | It is used to close the stream. |

## Java StringWriter Example

Let's see the simple example of StringWriter using BufferedReader to read file data from the stream.

1. **import** java.io.\*;
2. **public** **class** StringWriterExample {
3. **public** **static** **void** main(String[] args) **throws** IOException {
4. **char**[] ary = **new** **char**[512];
5. StringWriter writer = **new** StringWriter();
6. FileInputStream input = **null**;
7. BufferedReader buffer = **null**;
8. input = **new** FileInputStream("D://testout.txt");
9. buffer = **new** BufferedReader(**new** InputStreamReader(input, "UTF-8"));
10. **int** x;
11. **while** ((x = buffer.read(ary)) != -1) {
12. writer.write(ary, 0, x);
13. }
14. System.out.println(writer.toString());
15. writer.close();
16. buffer.close();
17. }
18. }

testout.txt:

Javatpoint provides tutorial in Java, Spring, Hibernate, Android, PHP etc.

Output:

Javatpoint provides tutorial in Java, Spring, Hibernate, Android, PHP etc.

# Java StringReader Class

[Java](https://www.javatpoint.com/java-tutorial) StringReader [class](https://www.javatpoint.com/object-class) is a character [stream](https://www.javatpoint.com/java-8-stream) with [string](https://www.javatpoint.com/java-string) as a source. It takes an input string and changes it into character stream. It inherits [Reader class](https://www.javatpoint.com/java-reader-class).

In StringReader class, system resources like network sockets and files are not used, therefore closing the StringReader is not necessary.

## Java StringReader class declaration

Let's see the declaration for Java.io.StringReader class:

1. **public** **class** StringReader **extends** Reader

## Methods of StringReader class

|  |  |
| --- | --- |
| **Method** | **Description** |
| int read() | It is used to read a single character. |
| int read(char[] cbuf, int off, int len) | It is used to read a character into a portion of an [array](https://www.javatpoint.com/array-in-java). |
| boolean ready() | It is used to tell whether the stream is ready to be read. |
| boolean markSupported() | It is used to tell whether the stream support mark() operation. |
| long skip(long ns) | It is used to skip the specified number of character in a stream |
| void mark(int readAheadLimit) | It is used to mark the mark the present position in a stream. |
| void reset() | It is used to reset the stream. |
| void close() | It is used to close the stream. |

## Java StringReader Example

1. **import** java.io.StringReader;
2. **public** **class** StringReaderExample {
3. **public** **static** **void** main(String[] args) **throws** Exception {
4. String srg = "Hello Java!! \nWelcome to Javatpoint.";
5. StringReader reader = **new** StringReader(srg);
6. **int** k=0;
7. **while**((k=reader.read())!=-1){
8. System.out.print((**char**)k);
9. }
10. }
11. }

Output:

Hello Java!!

Welcome to Javatpoint.

# Java - PipedWriter

The PipedWriter class is used to write [java](https://www.javatpoint.com/java-tutorial) pipe as a stream of characters. This class is used generally for writing text. Generally PipedWriter is connected to a [PipedReader](https://www.javatpoint.com/java-pipedreader-class) and used by different [threads](https://www.javatpoint.com/creating-thread).

### Constructor

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| PipedWriter() | It creates a piped writer that is not yet connected to a piped reader. |
| PipedWriter(PipedReader snk) | It creates a piped writer connected to the specified piped reader. |

### Method

|  |  |  |
| --- | --- | --- |
| **Modifier and Type** | **Method** | **Method** |
| void | close() | It closes this piped output stream and releases any system resources associated with this stream. |
| void | connect(PipedReader snk) | It connects this piped writer to a receiver. |
| void | flush() | It flushes this output stream and forces any buffered output characters to be written out. |
| void | write(char[] cbuf, int off, int len) | It writes len characters from the specified character [array](https://www.javatpoint.com/array-in-java) starting at offset off to this piped output stream. |
| void | write(int c) | It writes the specified char to the piped output stream. |

## Example

1. **import** java.io.PipedReader;
2. **import** java.io.PipedWriter;
4. **public** **class** PipeReaderExample2 {
5. **public** **static** **void** main(String[] args) {
6. **try** {
8. **final** PipedReader read = **new** PipedReader();
9. **final** PipedWriter write = **new** PipedWriter(read);
11. Thread readerThread = **new** Thread(**new** Runnable() {
12. **public** **void** run() {
13. **try** {
14. **int** data = read.read();
15. **while** (data != -1) {
16. System.out.print((**char**) data);
17. data = read.read();
18. }
19. } **catch** (Exception ex) {
20. }
21. }
22. });
24. Thread writerThread = **new** Thread(**new** Runnable() {
25. **public** **void** run() {
26. **try** {
27. write.write("I love my country\n".toCharArray());
28. } **catch** (Exception ex) {
29. }
30. }
31. });
33. readerThread.start();
34. writerThread.start();
36. } **catch** (Exception ex) {
37. System.out.println(ex.getMessage());
38. }
40. }
41. }

Output:

I love my country

# Java - PipedReader

The PipedReader class is used to read the contents of a pipe as a stream of characters. This [class](https://www.javatpoint.com/object-and-class-in-java) is used generally to read text.

PipedReader class must be connected to the same [PipedWriter](https://www.javatpoint.com/java-pipedwriter-class) and are used by different [threads](https://www.javatpoint.com/creating-thread).

### Constructor

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| PipedReader(int pipeSize) | It creates a PipedReader so that it is not yet connected and uses the specified pipe size for the pipe's buffer. |
| PipedReader(PipedWriter src) | It creates a PipedReader so that it is connected to the piped writer src. |
| PipedReader(PipedWriter src, int pipeSize) | It creates a PipedReader so that it is connected to the piped writer src and uses the specified pipe size for the pipe's buffer. |
| PipedReader() | It creates a PipedReader so that it is not yet connected. |

### Method

|  |  |  |
| --- | --- | --- |
| **Modifier and Type** | **Method** | **Method** |
| void | close() | It closes this piped stream and releases any system resources associated with the stream. |
| void | connect(PipedWriter src) | It causes this piped reader to be connected to the piped writer src. |
| int | read() | It reads the next character of data from this piped stream. |
| int | read(char[] cbuf, int off, int len) | It reads up to len characters of data from this piped stream into an [array](https://www.javatpoint.com/array-in-java) of characters. |
| boolean | ready() | It tells whether this stream is ready to be read. |

## Example

1. **import** java.io.PipedReader;
2. **import** java.io.PipedWriter;
4. **public** **class** PipeReaderExample2 {
5. **public** **static** **void** main(String[] args) {
6. **try** {
8. **final** PipedReader read = **new** PipedReader();
9. **final** PipedWriter write = **new** PipedWriter(read);
11. Thread readerThread = **new** Thread(**new** Runnable() {
12. **public** **void** run() {
13. **try** {
14. **int** data = read.read();
15. **while** (data != -1) {
16. System.out.print((**char**) data);
17. data = read.read();
18. }
19. } **catch** (Exception ex) {
20. }
21. }
22. });
24. Thread writerThread = **new** Thread(**new** Runnable() {
25. **public** **void** run() {
26. **try** {
27. write.write("I love my country\n".toCharArray());
28. } **catch** (Exception ex) {
29. }
30. }
31. });
33. readerThread.start();
34. writerThread.start();
36. } **catch** (Exception ex) {
37. System.out.println(ex.getMessage());
38. }
40. }
41. }

Output:

I love my country

# Java FilterWriter

Java FilterWriter class is an abstract [class](https://www.javatpoint.com/object-and-class-in-java) which is used to write filtered character streams.

The sub class of the FilterWriter should override some of its methods and it may provide additional methods and fields also.

### Fields

|  |  |  |  |
| --- | --- | --- | --- |
| **Modifier** | **Type** | **Field** | **Description** |
| protected | Writer | out | The underlying character-output stream. |

### Constructors

|  |  |  |
| --- | --- | --- |
| **Modifier** | **Constructor** | **Description** |
| protected | FilterWriter(Writer out) | It creates InputStream class Object |

### Methods

|  |  |  |
| --- | --- | --- |
| **Modifier and Type** | **Method** | **Description** |
| void | close() | It closes the stream, flushing it first. |
| void | flush() | It flushes the stream. |
| void | write(char[] cbuf, int off, int len) | It writes a portion of an [array](https://www.javatpoint.com/array-in-java) of characters. |
| void | write(int c) | It writes a single character. |
| void | write(String str, int off, int len) | It writes a portion of a [string](https://www.javatpoint.com/java-string). |

## FilterWriter Example

1. **import** java.io.\*;
2. **class** CustomFilterWriter **extends** FilterWriter {
3. CustomFilterWriter(Writer out) {
4. **super**(out);
5. }
6. **public** **void** write(String str) **throws** IOException {
7. **super**.write(str.toLowerCase());
8. }
9. }
10. **public** **class** FilterWriterExample {
11. **public** **static** **void** main(String[] args) {
12. **try** {
13. FileWriter fw = **new** FileWriter("Record.txt");
14. CustomFilterWriter filterWriter = **new** CustomFilterWriter(fw);
15. filterWriter.write("I LOVE MY COUNTRY");
16. filterWriter.close();
17. FileReader fr = **new** FileReader("record.txt");
18. BufferedReader bufferedReader = **new** BufferedReader(fr);
19. **int** k;
20. **while** ((k = bufferedReader.read()) != -1) {
21. System.out.print((**char**) k);
22. }
23. bufferedReader.close();
24. } **catch** (IOException e) {
25. e.printStackTrace();
26. }
27. }
28. }

Output:

i love my country

While running the current program if the current working directory does not contain the file, a new file is created and CustomFileWriter will write the text "I LOVE MY COUNTRY" in lowercase to the file.

# Java FilterReader

Java FilterReader is used to perform filtering operation on [reader](https://www.javatpoint.com/java-reader-class) stream. It is an abstract class for reading filtered character streams.

The FilterReader provides default methods that passes all requests to the contained stream. Subclasses of FilterReader should override some of its methods and may also provide additional methods and fields.

### Field

|  |  |  |  |
| --- | --- | --- | --- |
| **Modifier** | **Type** | **Field** | **Description** |
| protected | Reader | in | The underlying character-input stream. |

### Constructors

|  |  |  |
| --- | --- | --- |
| **Modifier** | **Constructor** | **Description** |
| protected | FilterReader(Reader in) | It creates a new filtered reader. |

### Method

|  |  |  |
| --- | --- | --- |
| **Modifier and Type** | **Method** | **Description** |
| void | close() | It closes the stream and releases any system resources associated with it. |
| void | mark(int readAheadLimit) | It marks the present position in the stream. |
| boolean | markSupported() | It tells whether this stream supports the mark() operation. |
| boolean | ready() | It tells whether this stream is ready to be read. |
| int | read() | It reads a single character. |
| int | read(char[] cbuf, int off, int len) | It reads characters into a portion of an [array](https://www.javatpoint.com/array-in-java). |
| void | reset() | It resets the stream. |
| long | skip(long n) | It skips characters. |

## Example

In this example, we are using "javaFile123.txt" file which contains "India is my country" text in it. Here, we are converting whitespace with question mark '?'.

1. **import** java.io.\*;
2. **class** CustomFilterReader **extends** FilterReader {
3. CustomFilterReader(Reader in) {
4. **super**(in);
5. }
6. **public** **int** read() **throws** IOException {
7. **int** x = **super**.read();
8. **if** ((**char**) x == ' ')
9. **return** ((**int**) '?');
10. **else**
11. **return** x;
12. }
13. }
14. **public** **class** FilterReaderExample {
15. **public** **static** **void** main(String[] args) {
16. **try**  {
17. Reader reader = **new** FileReader("javaFile123.txt");
18. CustomFilterReader fr = **new** CustomFilterReader(reader);
19. **int** i;
20. **while** ((i = fr.read()) != -1) {
21. System.out.print((**char**) i);
22. }
23. fr.close();
24. reader.close();
25. } **catch** (Exception e) {
26. e.getMessage();
27. }
28. }
29. }

Output:

India?is?my?country

# Java File Class

The File class is an abstract representation of file and directory pathname. A pathname can be either absolute or relative.

The File class have several methods for working with directories and files such as creating new directories or files, deleting and renaming directories or files, listing the contents of a directory etc.

### Fields

|  |  |  |  |
| --- | --- | --- | --- |
| **Modifier** | **Type** | **Field** | **Description** |
| static | String | pathSeparator | It is system-dependent path-separator character, represented as a [string](https://www.javatpoint.com/java-string) for convenience. |
| static | char | pathSeparatorChar | It is system-dependent path-separator character. |
| static | String | separator | It is system-dependent default name-separator character, represented as a string for convenience. |
| static | char | separatorChar | It is system-dependent default name-separator character. |

### [Constructors](https://www.javatpoint.com/java-constructor)

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| File(File parent, String child) | It creates a new File instance from a parent abstract pathname and a child pathname string. |
| File(String pathname) | It creates a new File instance by converting the given pathname string into an abstract pathname. |
| File(String parent, String child) | It creates a new File instance from a parent pathname string and a child pathname string. |
| File(URI uri) | It creates a new File instance by converting the given file: URI into an abstract pathname. |

### Useful Methods

|  |  |  |
| --- | --- | --- |
| **Modifier and Type** | **Method** | **Description** |
| static File | createTempFile(String prefix, String suffix) | It creates an empty file in the default temporary-file directory, using the given prefix and suffix to generate its name. |
| boolean | createNewFile() | It atomically creates a new, empty file named by this abstract pathname if and only if a file with this name does not yet exist. |
| boolean | canWrite() | It tests whether the application can modify the file denoted by this abstract pathname.String[] |
| boolean | canExecute() | It tests whether the application can execute the file denoted by this abstract pathname. |
| boolean | canRead() | It tests whether the application can read the file denoted by this abstract pathname. |
| boolean | isAbsolute() | It tests whether this abstract pathname is absolute. |
| boolean | isDirectory() | It tests whether the file denoted by this abstract pathname is a directory. |
| boolean | isFile() | It tests whether the file denoted by this abstract pathname is a normal file. |
| String | getName() | It returns the name of the file or directory denoted by this abstract pathname. |
| String | getParent() | It returns the pathname string of this abstract pathname's parent, or null if this pathname does not name a parent directory. |
| Path | toPath() | It returns a java.nio.file.Path object constructed from the this abstract path. |
| URI | toURI() | It constructs a file: URI that represents this abstract pathname. |
| File[] | listFiles() | It returns an [array](https://www.javatpoint.com/array-in-java) of abstract pathnames denoting the files in the directory denoted by this abstract pathname |
| long | getFreeSpace() | It returns the number of unallocated bytes in the partition named by this abstract path name. |
| String[] | list(FilenameFilter filter) | It returns an array of strings naming the files and directories in the directory denoted by this abstract pathname that satisfy the specified filter. |
| boolean | mkdir() | It creates the directory named by this abstract pathname. |

## Java File Example 1

1. **import** java.io.\*;
2. **public** **class** FileDemo {
3. **public** **static** **void** main(String[] args) {
5. **try** {
6. File file = **new** File("javaFile123.txt");
7. **if** (file.createNewFile()) {
8. System.out.println("New File is created!");
9. } **else** {
10. System.out.println("File already exists.");
11. }
12. } **catch** (IOException e) {
13. e.printStackTrace();
14. }
16. }
17. }

Output:

New File is created!

## Java File Example 2

1. **import** java.io.\*;
2. **public** **class** FileDemo2 {
3. **public** **static** **void** main(String[] args) {
5. String path = "";
6. **boolean** bool = **false**;
7. **try** {
8. // createing  new files
9. File file  = **new** File("testFile1.txt");
10. file.createNewFile();
11. System.out.println(file);
12. // createing new canonical from file object
13. File file2 = file.getCanonicalFile();
14. // returns true if the file exists
15. System.out.println(file2);
16. bool = file2.exists();
17. // returns absolute pathname
18. path = file2.getAbsolutePath();
19. System.out.println(bool);
20. // if file exists
21. **if** (bool) {
22. // prints
23. System.out.print(path + " Exists? " + bool);
24. }
25. } **catch** (Exception e) {
26. // if any error occurs
27. e.printStackTrace();
28. }
29. }
30. }

Output:

testFile1.txt

/home/Work/Project/File/testFile1.txt

true

/home/Work/Project/File/testFile1.txt Exists? true

## Java File Example 3

1. **import** java.io.\*;
2. **public** **class** FileExample {
3. **public** **static** **void** main(String[] args) {
4. File f=**new** File("/Users/sonoojaiswal/Documents");
5. String filenames[]=f.list();
6. **for**(String filename:filenames){
7. System.out.println(filename);
8. }
9. }
10. }

Output:

"info.properties"

"info.properties".rtf

.DS\_Store

.localized

Alok news

apache-tomcat-9.0.0.M19

apache-tomcat-9.0.0.M19.tar

bestreturn\_org.rtf

BIODATA.pages

BIODATA.pdf

BIODATA.png

struts2jars.zip

workspace

## Java File Example 4

1. **import** java.io.\*;
2. **public** **class** FileExample {
3. **public** **static** **void** main(String[] args) {
4. File dir=**new** File("/Users/sonoojaiswal/Documents");
5. File files[]=dir.listFiles();
6. **for**(File file:files){
7. System.out.println(file.getName()+" Can Write: "+file.canWrite()+"
8. Is Hidden: "+file.isHidden()+" Length: "+file.length()+" bytes");
9. }
10. }
11. }

Output:

"info.properties" Can Write: true Is Hidden: false Length: 15 bytes

"info.properties".rtf Can Write: true Is Hidden: false Length: 385 bytes

.DS\_Store Can Write: true Is Hidden: true Length: 36868 bytes

.localized Can Write: true Is Hidden: true Length: 0 bytes

Alok news Can Write: true Is Hidden: false Length: 850 bytes

apache-tomcat-9.0.0.M19 Can Write: true Is Hidden: false Length: 476 bytes

apache-tomcat-9.0.0.M19.tar Can Write: true Is Hidden: false Length: 13711360 bytes

bestreturn\_org.rtf Can Write: true Is Hidden: false Length: 389 bytes

BIODATA.pages Can Write: true Is Hidden: false Length: 707985 bytes

BIODATA.pdf Can Write: true Is Hidden: false Length: 69681 bytes

BIODATA.png Can Write: true Is Hidden: false Length: 282125 bytes

workspace Can Write: true Is Hidden: false Length: 1972 bytes

# Java FileDescriptor

FileDescriptor class serves as an handle to the underlying machine-specific structure representing an open file, an open [socket](https://www.javatpoint.com/socket-programming), or another source or sink of bytes. The handle can be err, in or out.

The FileDescriptor class is used to create a [FileInputStream](https://www.javatpoint.com/java-fileinputstream-class) or [FileOutputStream](https://www.javatpoint.com/java-fileoutputstream-class) to contain it.

### Field

|  |  |  |  |
| --- | --- | --- | --- |
| **Modifier** | **Type** | **Field** | **Description** |
| static | FileDescriptor | err | A handle to the standard error stream. |
| static | FileDescriptor | in | A handle to the standard input stream. |
| static | FileDescriptor | out | A handle to the standard output stream. |

### Constructors

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| FileDescriptor() | Constructs an (invalid) FileDescriptor [object](https://www.javatpoint.com/object-and-class-in-java). |

### Method

|  |  |  |
| --- | --- | --- |
| **Modifier and Type** | **Method** | **Description** |
| void | sync() | It force all system buffers to synchronize with the underlying device. |
| boolean | valid() | It tests if this file descriptor object is valid. |

## Java FileDescriptor Example

1. **import** java.io.\*;
2. **public** **class** FileDescriptorExample {
3. **public** **static** **void** main(String[] args) {
4. FileDescriptor fd = **null**;
5. **byte**[] b = { 48, 49, 50, 51, 52, 53, 54, 55, 56, 57, 58 };
6. **try**  {
7. FileOutputStream fos = **new** FileOutputStream("Record.txt");
8. FileInputStream fis = **new** FileInputStream("Record.txt");
9. fd = fos.getFD();
10. fos.write(b);
11. fos.flush();
12. fd.sync();// confirms data to be written to the disk
13. **int** value = 0;
14. // for every available bytes
15. **while** ((value = fis.read()) != -1) {
16. **char** c = (**char**) value;// converts bytes to char
17. System.out.print(c);
18. }
19. System.out.println("\nSync() successfully executed!!");
20. } **catch** (Exception e) {
21. e.printStackTrace();
22. }
23. }
24. }

Output:

0123456789:

Sync() successfully executed!!

Record.txt:

0123456789:

# Java - RandomAccessFile

This [class](https://www.javatpoint.com/object-class) is used for reading and writing to random access file. A random access file behaves like a large [array](https://www.javatpoint.com/array-in-java) of bytes. There is a cursor implied to the array called file [pointer](https://www.javatpoint.com/c-pointers), by moving the cursor we do the read write operations. If end-of-file is reached before the desired number of byte has been read than EOFException is [thrown](https://www.javatpoint.com/throw-keyword). It is a type of IOException.

### Constructor

|  |  |
| --- | --- |
| [**Constructor**](https://www.javatpoint.com/java-constructor) | **Description** |
| RandomAccessFile(File file, [String](https://www.javatpoint.com/java-string)mode) | Creates a random access file stream to read from, and optionally to write to, the file specified by the File argument. |
| RandomAccessFile(String name, String mode) | Creates a random access file stream to read from, and optionally to write to, a file with the specified name. |

### Method

|  |  |  |
| --- | --- | --- |
| **Modifier and Type** | **Method** | **Method** |
| void | close() | It closes this random access file stream and releases any system resources associated with the stream. |
| FileChannel | getChannel() | It returns the unique [FileChannel](https://www.javatpoint.com/data-transfer-between-channels) object associated with this file. |
| int | readInt() | It reads a signed 32-bit integer from this file. |
| String | readUTF() | It reads in a string from this file. |
| void | seek(long pos) | It sets the file-pointer offset, measured from the beginning of this file, at which the next read or write occurs. |
| void | writeDouble(double v) | It converts the double argument to a long using the doubleToLongBits method in class Double, and then writes that long value to the file as an eight-byte quantity, high byte first. |
| void | writeFloat(float v) | It converts the float argument to an int using the floatToIntBits method in class Float, and then writes that int value to the file as a four-byte quantity, high byte first. |
| void | write(int b) | It writes the specified byte to this file. |
| int | read() | It reads a byte of data from this file. |
| long | length() | It returns the length of this file. |
| void | seek(long pos) | It sets the file-pointer offset, measured from the beginning of this file, at which the next read or write occurs. |

## Example

1. **import** java.io.IOException;
2. **import** java.io.RandomAccessFile;
4. **public** **class** RandomAccessFileExample {
5. **static** **final** String FILEPATH ="myFile.TXT";
6. **public** **static** **void** main(String[] args) {
7. **try** {
8. System.out.println(**new** String(readFromFile(FILEPATH, 0, 18)));
9. writeToFile(FILEPATH, "I love my country and my people", 31);
10. } **catch** (IOException e) {
11. e.printStackTrace();
12. }
13. }
14. **private** **static** **byte**[] readFromFile(String filePath, **int** position, **int** size)
15. **throws** IOException {
16. RandomAccessFile file = **new** RandomAccessFile(filePath, "r");
17. file.seek(position);
18. **byte**[] bytes = **new** **byte**[size];
19. file.read(bytes);
20. file.close();
21. **return** bytes;
22. }
23. **private** **static** **void** writeToFile(String filePath, String data, **int** position)
24. **throws** IOException {
25. RandomAccessFile file = **new** RandomAccessFile(filePath, "rw");
26. file.seek(position);
27. file.write(data.getBytes());
28. file.close();
29. }
30. }

The myFile.TXT contains text "This class is used for reading and writing to random access file."

after running the program it will contains

This class is used for reading I love my country and my peoplele.

# Java Scanner Class

Java Scanner class comes under the java.util package. Java has various ways to read input from the keyboard, the java.util.Scanner class is one of them.

The Java Scanner class breaks the input into tokens using a delimiter that is whitespace by default. It provides many methods to read and parse various primitive values.

Java Scanner class is widely used to parse text for string and primitive types using a regular expression.

Java Scanner class extends Object class and implements Iterator and Closeable interfaces.

## Java Scanner Class Declaration

1. **public** **final** **class** Scanner
2. **extends** Object
3. **implements** Iterator<String>

## Java Scanner Class Constructors

|  |  |  |
| --- | --- | --- |
| **SN** | **Constructor** | **Description** |
| 1) | Scanner(File source) | It constructs a new Scanner that produces values scanned from the specified file. |
| 2) | Scanner(File source, String charsetName) | It constructs a new Scanner that produces values scanned from the specified file. |
| 3) | Scanner(InputStream source) | It constructs a new Scanner that produces values scanned from the specified input stream. |
| 4) | Scanner(InputStream source, String charsetName) | It constructs a new Scanner that produces values scanned from the specified input stream. |
| 5) | Scanner(Readable source) | It constructs a new Scanner that produces values scanned from the specified source. |
| 6) | Scanner(String source) | It constructs a new Scanner that produces values scanned from the specified string. |
| 7) | Scanner(ReadableByteChannel source) | It constructs a new Scanner that produces values scanned from the specified channel. |
| 8) | Scanner(ReadableByteChannel source, String charsetName) | It constructs a new Scanner that produces values scanned from the specified channel. |
| 9) | Scanner(Path source) | It constructs a new Scanner that produces values scanned from the specified file. |
| 10) | Scanner(Path source, String charsetName) | It constructs a new Scanner that produces values scanned from the specified file. |

## Java Scanner Class Methods

The following are the list of Scanner methods:

|  |  |  |  |
| --- | --- | --- | --- |
| **SN** | **Modifier & Type** | **Method** | **Description** |
| 1) | void | [close()](https://www.javatpoint.com/post/java-scanner-close-method) | It is used to close this scanner. |
| 2) | pattern | [delimiter()](https://www.javatpoint.com/post/java-scanner-delimiter-method) | It is used to get the Pattern which the Scanner class is currently using to match delimiters. |
| 3) | Stream<MatchResult> | findAll() | It is used to find a stream of match results that match the provided pattern string. |
| 4) | String | [findInLine()](https://www.javatpoint.com/post/java-scanner-findinline-method) | It is used to find the next occurrence of a pattern constructed from the specified string, ignoring delimiters. |
| 5) | string | [findWithinHorizon()](https://www.javatpoint.com/post/java-scanner-findwithinhorizon-method) | It is used to find the next occurrence of a pattern constructed from the specified string, ignoring delimiters. |
| 6) | boolean | [hasNext()](https://www.javatpoint.com/post/java-scanner-hasnext-method) | It returns true if this scanner has another token in its input. |
| 7) | boolean | [hasNextBigDecimal()](https://www.javatpoint.com/post/java-scanner-hasnextbigdecimal-method) | It is used to check if the next token in this scanner's input can be interpreted as a BigDecimal using the nextBigDecimal() method or not. |
| 8) | boolean | [hasNextBigInteger()](https://www.javatpoint.com/post/java-scanner-hasnextbiginteger-method) | It is used to check if the next token in this scanner's input can be interpreted as a BigDecimal using the nextBigDecimal() method or not. |
| 9) | boolean | [hasNextBoolean()](https://www.javatpoint.com/post/java-scanner-hasnextboolean-method) | It is used to check if the next token in this scanner's input can be interpreted as a Boolean using the nextBoolean() method or not. |
| 10) | boolean | [hasNextByte()](https://www.javatpoint.com/post/java-scanner-hasnextbyte-method) | It is used to check if the next token in this scanner's input can be interpreted as a Byte using the nextBigDecimal() method or not. |
| 11) | boolean | [hasNextDouble()](https://www.javatpoint.com/post/java-scanner-hasnextdouble-method) | It is used to check if the next token in this scanner's input can be interpreted as a BigDecimal using the nextByte() method or not. |
| 12) | boolean | [hasNextFloat()](https://www.javatpoint.com/post/java-scanner-hasnextfloat-method) | It is used to check if the next token in this scanner's input can be interpreted as a Float using the nextFloat() method or not. |
| 13) | boolean | [hasNextInt()](https://www.javatpoint.com/post/java-scanner-hasnextint-method) | It is used to check if the next token in this scanner's input can be interpreted as an int using the nextInt() method or not. |
| 14) | boolean | [hasNextLine()](https://www.javatpoint.com/post/java-scanner-hasnextline-method) | It is used to check if there is another line in the input of this scanner or not. |
| 15) | boolean | [hasNextLong()](https://www.javatpoint.com/post/java-scanner-hasnextlong-method) | It is used to check if the next token in this scanner's input can be interpreted as a Long using the nextLong() method or not. |
| 16) | boolean | [hasNextShort()](https://www.javatpoint.com/post/java-scanner-hasnextshort-method) | It is used to check if the next token in this scanner's input can be interpreted as a Short using the nextShort() method or not. |
| 17) | IOException | [ioException()](https://www.javatpoint.com/post/java-scanner-ioexception-method) | It is used to get the IOException last thrown by this Scanner's readable. |
| 18) | Locale | [locale()](https://www.javatpoint.com/post/java-scanner-locale-method) | It is used to get a Locale of the Scanner class. |
| 19) | MatchResult | [match()](https://www.javatpoint.com/post/java-scanner-match-method) | It is used to get the match result of the last scanning operation performed by this scanner. |
| 20) | String | [next()](https://www.javatpoint.com/post/java-scanner-next-method) | It is used to get the next complete token from the scanner which is in use. |
| 21) | BigDecimal | [nextBigDecimal()](https://www.javatpoint.com/post/java-scanner-nextbigdecimal-method) | It scans the next token of the input as a BigDecimal. |
| 22) | BigInteger | [nextBigInteger()](https://www.javatpoint.com/post/java-scanner-nextbiginteger-method) | It scans the next token of the input as a BigInteger. |
| 23) | boolean | [nextBoolean()](https://www.javatpoint.com/post/java-scanner-nextboolean-method) | It scans the next token of the input into a boolean value and returns that value. |
| 24) | byte | [nextByte()](https://www.javatpoint.com/post/java-scanner-nextbyte-method) | It scans the next token of the input as a byte. |
| 25) | double | [nextDouble()](https://www.javatpoint.com/post/java-scanner-nextdouble-method) | It scans the next token of the input as a double. |
| 26) | float | [nextFloat()](https://www.javatpoint.com/post/java-scanner-nextfloat-method) | It scans the next token of the input as a float. |
| 27) | int | [nextInt()](https://www.javatpoint.com/post/java-scanner-nextint-method) | It scans the next token of the input as an Int. |
| 28) | String | [nextLine()](https://www.javatpoint.com/post/java-scanner-nextline-method) | It is used to get the input string that was skipped of the Scanner object. |
| 29) | long | [nextLong()](https://www.javatpoint.com/post/java-scanner-nextlong-method) | It scans the next token of the input as a long. |
| 30) | short | [nextShort()](https://www.javatpoint.com/post/java-scanner-nextshort-method) | It scans the next token of the input as a short. |
| 31) | int | [radix()](https://www.javatpoint.com/post/java-scanner-radix-method) | It is used to get the default radix of the Scanner use. |
| 32) | void | [remove()](https://www.javatpoint.com/post/java-scanner-remove-method) | It is used when remove operation is not supported by this implementation of Iterator. |
| 33) | Scanner | [reset()](https://www.javatpoint.com/post/java-scanner-reset-method) | It is used to reset the Scanner which is in use. |
| 34) | Scanner | [skip()](https://www.javatpoint.com/post/java-scanner-skip-method) | It skips input that matches the specified pattern, ignoring delimiters |
| 35) | Stream<String> | [tokens()](https://www.javatpoint.com/post/java-scanner-tokens-method) | It is used to get a stream of delimiter-separated tokens from the Scanner object which is in use. |
| 36) | String | [toString()](https://www.javatpoint.com/post/java-scanner-tostring-method) | It is used to get the string representation of Scanner using. |
| 37) | Scanner | [useDelimiter()](https://www.javatpoint.com/post/java-scanner-usedelimiter-method) | It is used to set the delimiting pattern of the Scanner which is in use to the specified pattern. |
| 38) | Scanner | [useLocale()](https://www.javatpoint.com/post/java-scanner-uselocale-method) | It is used to sets this scanner's locale object to the specified locale. |
| 39) | Scanner | [useRadix()](https://www.javatpoint.com/post/java-scanner-useradix-method) | It is used to set the default radix of the Scanner which is in use to the specified radix. |

## Example 1

1. **import** java.util.\*;
2. **public** **class** ScannerClassExample1 {
3. **public** **static** **void** main(String args[]){
4. String s = "Hello, This is JavaTpoint.";
5. //Create scanner Object and pass string in it
6. Scanner scan = **new** Scanner(s);
7. //Check if the scanner has a token
8. System.out.println("Boolean Result: " + scan.hasNext());
9. //Print the string
10. System.out.println("String: " +scan.nextLine());
11. scan.close();
12. System.out.println("--------Enter Your Details-------- ");
13. Scanner in = **new** Scanner(System.in);
14. System.out.print("Enter your name: ");
15. String name = in.next();
16. System.out.println("Name: " + name);
17. System.out.print("Enter your age: ");
18. **int** i = in.nextInt();
19. System.out.println("Age: " + i);
20. System.out.print("Enter your salary: ");
21. **double** d = in.nextDouble();
22. System.out.println("Salary: " + d);
23. in.close();
24. }
25. }

**Output:**

Boolean Result: true

String: Hello, This is JavaTpoint.

-------Enter Your Details---------

Enter your name: Abhishek

Name: Abhishek

Enter your age: 23

Age: 23

Enter your salary: 25000

Salary: 25000.0

## Example 2

1. **import** java.util.\*;
2. **public** **class** ScannerClassExample2 {
3. **public** **static** **void** main(String args[]){
4. String str = "Hello/This is JavaTpoint/My name is Abhishek.";
5. //Create scanner with the specified String Object
6. Scanner scanner = **new** Scanner(str);
7. System.out.println("Boolean Result: "+scanner.hasNextBoolean());
8. //Change the delimiter of this scanner
9. scanner.useDelimiter("/");
10. //Printing the tokenized Strings
11. System.out.println("---Tokenizes String---");
12. **while**(scanner.hasNext()){
13. System.out.println(scanner.next());
14. }
15. //Display the new delimiter
16. System.out.println("Delimiter used: " +scanner.delimiter());
17. scanner.close();
18. }
19. }

**Output:**

Boolean Result: false

---Tokenizes String---

Hello

This is JavaTpoint

My name is Abhishek.

Delimiter used: /

# java.io.PrintStream class

The PrintStream class provides methods to write data to another stream. The PrintStream class automatically flushes the data so there is no need to call flush() method. Moreover, its methods don't throw IOException.

### Commonly used methods of PrintStream class

|  |
| --- |
| There are many methods in PrintStream class. Let's see commonly used methods of PrintStream class:   * **public void print(boolean b):** it prints the specified boolean value. * **public void print(char c):** it prints the specified char value. * **public void print(char[] c):** it prints the specified character array values. * **public void print(int i):** it prints the specified int value. * **public void print(long l):** it prints the specified long value. * **public void print(float f):** it prints the specified float value. * **public void print(double d):** it prints the specified double value. * **public void print(String s):** it prints the specified string value. * **public void print(Object obj):** it prints the specified object value. * **public void println(boolean b):** it prints the specified boolean value and terminates the line. * **public void println(char c):** it prints the specified char value and terminates the line. * **public void println(char[] c):** it prints the specified character array values and terminates the line. * **public void println(int i):** it prints the specified int value and terminates the line. * **public void println(long l):** it prints the specified long value and terminates the line. * **public void println(float f):** it prints the specified float value and terminates the line. * **public void println(double d):** it prints the specified double value and terminates the line. * **public void println(String s):** it prints the specified string value and terminates the line./li> * **public void println(Object obj):** it prints the specified object value and terminates the line. * **public void println():** it terminates the line only. * **public void printf(Object format, Object... args):** it writes the formatted string to the current stream. * **public void printf(Locale l, Object format, Object... args):** it writes the formatted string to the current stream. * **public void format(Object format, Object... args):** it writes the formatted string to the current stream using specified format. * **public void format(Locale l, Object format, Object... args):** it writes the formatted string to the current stream using specified format. |

### Example of java.io.PrintStream class

|  |
| --- |
| In this example, we are simply printing integer and string values. |

1. **import** java.io.\*;
2. **class** PrintStreamTest{
3. **public** **static** **void** main(String args[])**throws** Exception{
4. FileOutputStream fout=**new** FileOutputStream("mfile.txt");
5. PrintStream pout=**new** PrintStream(fout);
6. pout.println(1900);
7. pout.println("Hello Java");
8. pout.println("Welcome to Java");
9. pout.close();
10. fout.close();
11. }
12. }

[download this PrintStream example](https://www.javatpoint.com/src/io/printstream1.zip)

### Example of printf() method of java.io.PrintStream class:

|  |
| --- |
| Let's see the simple example of printing integer value by format specifier. |

1. **class** PrintStreamTest{
2. **public** **static** **void** main(String args[]){
3. **int** a=10;
4. System.out.printf("%d",a);//Note, out is the object of PrintStream class
6. }
7. }

Output:10

# Compressing and Decompressing File

The DeflaterOutputStream and InflaterInputStream classes provide mechanism to compress and decompress the data in the **deflate compression format**.

## DeflaterOutputStream class

The DeflaterOutputStream class is used to compress the data in the deflate compression format. It provides facility to the other compression filters, such as GZIPOutputStream.

### Example of Compressing file using DeflaterOutputStream class

In this example, we are reading data of a file and compressing it into another file using DeflaterOutputStream class. You can compress any file, here we are compressing the Deflater.java file

1. **import** java.io.\*;
2. **import** java.util.zip.\*;
3. **class** Compress{
4. **public** **static** **void** main(String args[]){
5. **try**{
6. FileInputStream fin=**new** FileInputStream("Deflater.java");
7. FileOutputStream fout=**new** FileOutputStream("def.txt");
8. DeflaterOutputStream out=**new** DeflaterOutputStream(fout);
10. **int** i;
11. **while**((i=fin.read())!=-1){
12. out.write((**byte**)i);
13. out.flush();
14. }
15. fin.close();
16. out.close();
17. }**catch**(Exception e){System.out.println(e);}
18. System.out.println("rest of the code");
19. }
20. }

## InflaterInputStream class

The InflaterInputStream class is used to decompress the file in the deflate compression format. It provides facility to the other decompression filters, such as GZIPInputStream class.

### Example of decompressing file using InflaterInputStream class

In this example, we are decompressing the compressed file def.txt into D.java .

1. **import** java.io.\*;
2. **import** java.util.zip.\*;
3. **class** DeCompress{
4. **public** **static** **void** main(String args[]){
5. **try**{
6. FileInputStream fin=**new** FileInputStream("def.txt");
7. InflaterInputStream in=**new** InflaterInputStream(fin);
8. FileOutputStream fout=**new** FileOutputStream("D.java");
10. **int** i;
11. **while**((i=in.read())!=-1){
12. fout.write((**byte**)i);
13. fout.flush();
14. }
15. fin.close();
16. fout.close();
17. in.close();
18. }**catch**(Exception e){System.out.println(e);}
19. System.out.println("rest of the code");
20. }
21. }